Implicit C++ Member Functions

What implicit member functions are provided by C++?

To begin with, let's make the simplest class:

class Empty{};

Thanks to C++ compiler, actually it becomes something like this:

class Empty

{

public:

Empty(){} //default constructor

Empty(const Empty&){} //copy constructor

~Empty(){} //destructor

Empty& operator=(const Empty&){return \*this;} //copy assignment operator

};

Isn't it convenient and amazing?

The member functions are called only when it's necessary.  
Let's see when they are called.

Empty eA; //default constructor

~Empty(); //destructor

Empty eB(eA); //copy constructor (creating a new object)

eB = eA; //copy assignment operator (assign to an existing object)

Empty eC = eA; //copy constructor (creating a new object)

Check what is called

The following class has it's own constructor, copy constructor, copy assignment operator, and destructor. We can check what will be called in what circumstances:

#include <iostream>

using namespace std;

class A

{

public:

A(int n = 0) : m(n) {cout << "ctor\n";}

A(const A& a) : m(a.m){cout << "copy\n";}

A& operator=(const A& a) {

if(this != &a;) m = a.m;

cout << "assign =\n";

return \*this;

}

~A(){cout << "dtor\n";}

private:

int m;

};

void foo(const A &a1;, const A &a2; = A()){}

int main()

{

A a(415); // ctor

A b = 7; // ctor

A c(a); // copy

A &d = c;

A e = b; // copy

b = d; // assign =

A \*p = new A(c); // copy

A \*q = &a;

foo(911); // ctor, ctor

delete p; // dtor

return 0;

}

Output at the line **return 0**:

ctor

ctor

copy

copy

assign =

copy

ctor

ctor

dtor

One thing we need to discuss is the **foo(911)** call. The second parameter is obvious that the call **A()** in **const A &a2; = A()** will invoke constructor. The first parameter will also call constructor because the constructor converts the integer **911** to a temporary object of **A**, and use the value for initialization. This makes sense because a **A** object represents a single integer member **m**, thus we expect the class provides way to convert an integer to a **A** object. 

Default Constructor

A constructor is used to initialize an object after it has been allocated by the **new**. We can define multiple constructors with different arguments. The default constructor is defined as the constructor that can be called with no arguments:

class MyClass

{

int n;

public:

MyClass(); // default constructor declared

};

This could be a constructor with no argument or with arguments that all specify default values. Our C++ compiler will automatically generate a default constructor for us if we do not explicitly define one.

The default constructor is important because it is automatically invoked in the following circumstances, and it is an error if the class does not have a default constructor.

1. When an object value is declared with no argument list, e.g. **MyClass X**; or allocated dynamically with no argument list, e.g. **new MyClass;** the default constructor is used to initialize the object.
2. When an array of objects is declared, e.g. **MyClass X[5];** or allocated dynamically, e.g. **new MyClass [10];** the default constructor is used to initialize all the elements.

![default_constructor_heap.png](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAaUAAAEYCAIAAABz5H5SAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAAB3RJTUUH2wsGEzElda/mXQAAAAd0RVh0QXV0aG9yAKmuzEgAAAAMdEVYdERlc2NyaXB0aW9uABMJISMAAAAKdEVYdENvcHlyaWdodACsD8w6AAAADnRFWHRDcmVhdGlvbiB0aW1lADX3DwkAAAAJdEVYdFNvZnR3YXJlAF1w/zoAAAALdEVYdERpc2NsYWltZXIAt8C0jwAAAAh0RVh0V2FybmluZwDAG+aHAAAAB3RFWHRTb3VyY2UA9f+D6wAAAAh0RVh0Q29tbWVudAD2zJa/AAAABnRFWHRUaXRsZQCo7tInAAAgAElEQVR4nOydeVyM2x/HzzStytK+0aKoaSrqFhJKCxUqQqEouX7JXuFeF9l1yXKvnTZpIansVGTLRalR0TSkPe11S+s0Pb8/zr3P6/FMJUzL1Xm/vLxmzpznPOeZnvk833O+53y/FAzDAAKBQAwC+Pq7AwgEAtFHIL1DIBCDBaR3CARisID0DoFADBaQ3iEQiMEC0jsEAjFYQHqHQCAGC0jvEAjEYAHpHQKBGCwgvUMgEIMFpHcIBGKwgPQOgUAMFpDeIRCIwQJ/f3cAgfhqWlpanj9/3t+9GOjIyMhoaWn1dy8GFpRejQfl7e1dUlLSe+3/AIiKigYGBvZ3L/5j5Ofnq6qq9ncvBjqOjo6XLl3q714MLHrXvrt161Z5RcVIJaVePct/l/KPH9taW5HefRtbd+8xMbfo714MUDxdl/Z3FwYivT6etZpjezI4pLfP8h9l96+/hJw909+9+K+iqq5uMGlSf/digCIyZEh/d2EggvwVCARisID0DoFADBaQ3iEQiMECWo+CGHR8amjIy80FAGiPG0ehUPq7O4i+A+ndV5D28uXLv56NEBd3Wrqsv/uC+HaeJz91nGUDAPjY3CooKNjf3UH0HT/IeDbn7VvXBfN7+yxJCfG/eW3037e3t0+EQCB6gx/BvnsQf2/RnNmiYmL93REEAjGg+RHsu/KPH9vb2/u7FwgEYqDzI9h3CMT3gGFY3vv3nxoatHR1+fm7+0Ww2ex3TGY7m61BpwsJCXXfbOOnT6zsbAqFoqquPnzEiC/2gZWd3fjpk6q6uriExFdfA6Jn/Af0Lu3lyzeZGWWlpcqqqppadA0tLSFhYfgRh8NJT0mBvjYOh5P6/DkAYCyNNmz4cPzw2pqanLdvWczsirIyJRUVVTV17XHjulp9XlVRkZSYUJiXJzZ0qKq6uom5xRdvawBAztu3DfX1AABNOl1s6NDvv2RE39DB4ez5bWvwmdN/19UBAESGDJk42fhkcIicggKp5vucHK9VHil/PWtrawMA8PPz6xkaHj51hq6rS6rZ2tLit9P36qXIkqIivFBKRmbTtu3unqtxd3D5x496aqoAgPy6+t937bxw7mxtTQ0AgEql2s1fsOvgIYWRI3vtugcxWG+ioaHhtHRZNQf7tn8pTNa4n34idVhx1Ki4xPuwwofqWu4runLnLvy0tKll3abNVCqVVGGkklJMfALpXEX1nxa7ugkICJBqhl6Nwets3b0HAKCqrk488HToRT4+PgCAi/uKSjbnqy5w/eYtw4cP79U/wQ9JXl4eAOB8ROS33VeXb92Gf9+JxsYAAH5+fv0JE9TGjoWF6hoazNIy0p8YPiCHDhs2dbqZhZU1NMGEhIT+OB9ArPnqXe4YTU3YjpS0tIWV9aQpU/CZZc+NXnjNN0X/xNFYsHgJAEBVTc15ubultY2wiAi88V69y/3mH041B9MeN87R0bG//1ADjoGrd3k1dapqagAAhZEjFyxesu/I0SVuy+UVFQEAFArlRtKjag5W3NDouvJ/xiamAABBQUHXlf9zXfm/Z5lvqjlYRVu79rhxAAAhYeHJ06Zt+OVXX7/fHV2WwvUHQkJCb4pK8HOVNrXojB8P77/Zc+ft/P3gco9VEpKSAAABAYHrD5K60rvzEZFQT909V1e1d3ztNSK9+zZ4pXcAgA2//FpQVw/LAyL/iSaybe8+vHJmQREUO2tbO1Z5JX7DLPt5Jby70nPz8MpLV/wMABAbOvRx+mu8kFVeCff5CouIvK+sJukdAMDRZWlZSxssf/gqHd7kZjNmIr3jOQNX7wIvXYa3Ts7HcrywqP6TtKwsAGDRMle88ERQMABg+IgRxMODo67Amynq9h1i+dV78bB8i+9OvBAKGZVKvRB9lSiCo8eMAQBojxvXqd4FXY6CYkd8biO96wN4pXfzFy0mfTTDZhYUILxk/qLF0Ogr+dREqjx1uhkAYM48B/g2t6oGWmfb9x8g1cRDZjx4mUrSuzGamhVt7dx3PgAg8flLpHe8ZeD6Z5lv3gAARo8ZIyUjgxcOERU9fOr0pu07Zsya1f3hjNRUJRWVmbNmm8+0IpabmFvA52f5x4+wBMOwoDOnAQALljjPnjsPrykkJLRj/wEAQHFhYXFhIan9W3GxK5cs5nA4G3/dusf/8DdfJqIfmevoSCrR0dMDALxn5cC3HR0d169GAwDc/ucBtYyIs7s7ACD+9i0MwwAAI8TF31dUPX2duWrDRlJN/CZsbGwkfeT161bSlIvd/AUwhNqta3HfeGGILhi4/gqjqVMBABlpaSsWOXms36A/YQKcJptlP3eW/dwvHr7jgN+OA37c5fV//602ZuzHkpKmf++8jLS0stJSAID7Kk9S5TnzHHLKKqSkpUnld29cd3dybG9v37R9xy87d339xSEGBGM1aaQSODFXVVEB3xYXFkIHxYf378/8cYxUGXokWltaSouLFUeNAgCIDBlC09aGn5YWF2e+ZmSkpb1OS3ud9goWtrezSY2M0yfPUFMoFPWxGsWFhdmZmd93fQgyA1fvJk8zsbCyTrx7JzbqcmzUZQlJSQtrGxs7O7MZM79qaXFBXh7z7ZvszMzXaWkZ6Wn5Hz7A8o6Ojn8q5OfBF6OUlbkP5xa78o8f3RYuYLPZAAD4P+I/iuKXItHm5b6HLwJPneym2of376DeAQCePX58/NDBv54+gS57CL6igJtOo+HCwurqqu67h/haBq7eCQgIRFy/ccB3x6XQCx9LSmqqq6PCLkaFXRQSElro7OL3x5/c4wsSSQnx+3dsT3v5Ei/h4+PTGT++sqICGnSQ6qoq+BFx4NwN0DDUMzRMT0k5fujgbPu5eoaG33KFiP6m58ECNmz5ZShhkROJkUr/PClPHjm8Y5MPfC2noDBxsvFEY+OJk43lFBTooxQ7PRZ/7hKB95iICIrZyWMGrt4BAKhU6ra9+37bszc9JeVmbMz1mKt579+3trZeDAzIynid+PxlN8feuX5t2XwHDoczRFTUYOKkicbGE42NDScZiQ0dusDaqqy0FPs3cYeMrCwAoKOjo6G+fljX9zSRvYePLF/laaI//h2TuXq5a1JqWk+W6SH+c6iN+WeRiqmlJfROdAMjNdV38yYAgNXsOfuP/aFMyLCRnpICX3APCIoKCrR0dMiFhQUAADl5+e/oO6ITBq6/AodCoehPmLDjgF9qzrtHaQxLaxsAQHpKypuMjG6O8vZcxeFwfpo4kfEhPzYh8Zedu6ZbzoCLgT+8fwcAaG1thTVHq4+BLz52lloo6MzpKxHhhfn5eImquvqqDRuFhIT+OBdAoVBy3r71893Bm0tFDDAUR42CQ9HkR4+4P3384P6WdWuP+x+CQ9fHSQ8wDBMSEjofEan8eTohFjMbvmhpbiY1kvL8L1JJXW3t28xMAMBkExMeXQfiHwau3m1eu8ZYV/vY75/5HLTHjfM/dRoOQzLS02AhlZ8fAIAREq3lf/gA3a+rNmyUlJIitvCpoQGKF37nqaqpwWXGCXdug8/5u67ul3VrPVycmW/fcPdworGxu+dqAMDJI4dTUXrAHxEKhbJ4mSsA4OSRw0UFBcSP6mprVy1bGnDyRERIMHyO1lT9M93W+OkTsWZtTc1x/0PwdVNTE+kUx/wOQJcIzuljRxs/fRISFraeY8vLi0EMZL2jUCjMN2/CAgOI874AgBfPkqG0TZ72z9NPXkEBANBQX9/a0gJL8G0Sr168IB7b1tbmumA+nDFpbv7nzhMWEfl5zVoAwKmjR6qrPpshPnpgP4fDGTZ8uKmFZaed3LH/wEglJQ6Hs8bdDT874kdi6569I8TFmxobbaZNuX/vbnt7O4fDSX70cMUiJzgL7LNtO3wAjzcwAAC0trbu+W1rRVkZAKC9vf3VixcLZ1lnZ2XB1pq59K4wP99hpiVc8PSpoeHQnt2H9+0FAGzevqOHE8qInjNw9c59lecQUdG83Nw5001uxFz98O4dKzv7UuiF7T7eAACjqVPxIYPiyFEAAAzDnObM3v3rL5kMhuKoUXB7UGjA+eP+h3JZrML8/EuhFxbaWCclxMMRCnEllM+27ZJSUuUfP5r+pHcp9AIrOzv1+XPvVR4nDvsDAA6eONlVVEhRMbEjZ84CAN4xmfu2b+vdbwTRH0hISoZciR6ppFRaXLzQxlpp+NCxstK2ZtOTEuIBAL/s3OXgtAjWtHWYD7f6hAcHaY1UmDJOZ7Sk+IzJk1jZ2fuOHP1p4kTw76pSIqYWls8ePx6nqkxTlB8tKe630xfDsGU/r1y7aXOfXucgoVdXM3/n/tnQqzGdbr+fPXde4d8NeLXyVvaEyZPxT3f+frCagyX89YLb+TB02DC/P/6EWy+EhIRyq2rwRp6/yebeqyskJLTjgB9pGwZp/2w1B1vo7AIA4OPju/MkGe2v6AO+c39F/LPnxiYmxiYm5a1s0kdBl6OMTUwcnBaRygvq6tdv3jLR2HjY8OEUCkVeUdFqju295L9I1Uo+NW3ff2AsjSYkJCQkJKSrr+/2P4/MgqJqDnb07DljE5O5Cx1J+ysSn788GxY+xXS6yJAhwiIiRlOnEjf5oP0VvIWCEaa9eI6mpqbexEnfk3+2rrY25NxZZlZWcVHhsGHDdfX19SdMsLS2Ia0k+LuuLjbqMiM1FQBgbWc3c9ZsAEBtTU3AyRNZr19XlJepjRmrPW6c/YKFcgoKnxoaTh45DABwcFqkrqGBN8Jms69GRjBevXqbmTl06FBNOt1lxc8qo0fjFZ49fvwk6YGEpCQc/+LUVFcHnDyBYZiquvrCJc49vzqYf7auru6bvpvBS35+vqqq6vmIyHmOTn1/9ra2ti9Gge/o6MAwjDtWBU5ZaSlcoZL4/CVcz9Te3k6lUnmVT8NEfzxdU/PSpUs8ae2HYaDr3Y8N0rtvo3/1jidw6x1vQXrXKQN3/g6BQCB4C9I7BAIxWBjQ+ysQiG548/r1F+OkD1hqq6vhi5Tnf9XUVPO8/U8NDTxv8weg1+fv/m5o0NImb5dBQHLfsepqatD83dcC5+/6uxcDHUdHRzR/R6J37bsJEyYUFhZyWtFC3M5RUVIS09Lq717891BQUEhPT+/vXgx0xMXF+7sLA47ete8QCARi4ID8FQgEYrCA9A6BQAwWkN4hEIjBAtI7BAIxWEB6h0AgBgtI7xAIxGAB6R0CgRgsIL1DIBCDBaR3CARisID0DoFADBaQ3iEQiMEC0jsEAjFYQHqHQCAGC0jvEAjEYAHpHQKBGCwgvUMgEIMFpHcIBGKwgPQOgUAMFpDeIRCIwQLSOwQCMVhAeodAIAYLSO8QCMRgAekdAoEYLCC9QyAQgwWkdwgEYrCA9A6BQAwWkN4hEIjBAtI7BAIxWEB6h0AgBgtI7xAIxGAB6R0CgRgsIL1DIBCDBaR3CARisID0DoFADBb4+7sDiIFFW1tbTU1Nf/ei75CWlqZSqf3dC0QfgfQO8RnPnj2bPn16f/ei78jOztbU1OzvXiD6CKR3iE7w9vFRHa3a373oXV4zXp8/d66/e4HoUwai3rW3t9+7dy89Pf3169cYhqmqqtrb2xsbG5OqXbhw4ePHj1u2bKFQKJ22k52dfe3aNVNT00mTJpE+SkxMTE1NVVNTW7BgQa9cw3+cGTNnGhga9Hcvepfhw4cjvRtsDDi9YzKZzs7Or169AgBQqVQMwzo6Ovz9/Y2MjKKiokaOHInXPH78+KtXrzZt2tTV/EtGRsavv/564MABbr1bvXo1i8USFRWdOXPmsGHDeu9yEAicT58+HTt2LCUlhcFg1NTUqKqqmpqaenp6kgbUJ0+evHHjxtGjR2k0WqftlJeXL1u2zNjYePv27aSPbt++/eeffw4ZMiQqKoqffwD9utls9tWrV+FrEREROzu7Lx5y7dq15uZm+HrevHmCgoLf342B5Z99+PChvr5+WlraypUr09PTGxsbm5ubk5OTZ82a9ddffxkYGOTl5fW8NVVV1WXLluno6JDKnz59ymKxZsyY0djYePHiRZ5eAQLROU+fPtXV1d2+fXt8fLy0tPSECROqqqqOHz+ura195MgRYs23b9/eu3evtra2q6aam5vv3buXlpbG/dHRo0cTEhJiY2OvXbvG+2v4Dpqamhb9y//+97+eHOLp6Ykf8unTJ550YwDpHZvN9vT0bG5ujo6OPnv27Pjx44WEhAQFBSdPnnzz5k0fH5/y8vKlS5d2dHT0sMEJEyaEhITMmjWLVB4UFAQA+PPPP4cOHXr69GkeXwYCwUVKSoqpqWlJScnu3bvr6+tTU1Pv379fXFx85cqVESNGeHt7Hzx4sOetSUlJBQcHr1u3jlSen59///79FStWCAkJDcwb29DQMDs7++nTpz2p/Pjx4+zs7IkTJ/KwA99o8ZaWll6/ft3MzExCQuLGjRsvX76k0WizZs1SU1PDMOzu3bsPHjxoa2szMzODhmtHR0dAQICgoKCrqyuxnaqqqujoaDqdPnXq1OPHj2dnZ8+bN2/evHncZzxw4MC9e/eePn2amJg4Y8YM4kdxcXGPHj3i5+efOHHivHnz+Pj+EfHc3NyEhIRJkyaNHz8er/zp06eoqChNTU0NDQ17e/uLFy8+efJk6tSpeAUMw86ePUuj0VRVVU+fPj106NB58+YpKChERERMmDBBSEgoMDBw1KhRDg4OSkpKAIDi4uL4+PicnJzq6mpVVdUJEyZYWlrCpm7evFlcXDx//nwpKSlihy9cuCAoKLho0aJv+/K/lubm5k+fPklLS/fN6RAkMAxbs2YNh8OJiIhYuHAhXs7Hxzd//nxtbe2ffvpp+/bts2bNotPpPWlQTEyM9DuChISEYBi2YMGCysrKuLg4Fos1duxYXl0FTxgyZEjPveFqamoAAFFRUV72APsmkpKSAAC//fabsrIyAAAOrUeMGMFisZYvXw4AEBISgu3v2LEDHgJXOWRkZBDb8ff3BwBER0djGGZqagoAeP78eVcnPXz4MADAzc0Nvv3pp58AAC4uLgAARUVFERERAICFhUV1dTWscOnSJQDAgQMHiI0EBAQAAHx9fTEMu3fvHgBg0aJFxArt7e2wEB8I+/j4vHv3DgCwdu1aBQUFWHjixAkMw0JCQoYOHQoAGDZs2JAhQ+BHy5Ytg00dOHAAAODv709sPyMjAwCwcuXKr/zKv4vt27cbGBjs3r2bwWB0XxP+Ze8lJFTX1f7Y/y6GhwEAsrOziZff1tbm6OgYEBDw4cOHNWvWjBs3ztzc3N/fv6Ojg8Ph+Pv7m5mZaWhoLFq06MOHD/CQ3bt3Ozo6FhQUENtpaWlZsmTJrl27MAyLjIwEAEyfPr2r73znzp0AgDVr1sC3np6eAIAnT578/vvvU6ZM0dLScnFxSU9Px+tXVFQ4OjoePnyY2AiHw1FWVhYTE2tpaYmKigIAbNy4kXSiX3/9ddOmTR8+fLCysjI0NPz9998xDFuxYsXBgwdTUlKmTZs2bdq0wMBAWDk9PX3lypXTpk1TVVWdMmXKypUr8/Pz4UdxcXGOjo7Xr18ntb979+7Fixc3NzdzX2NdXR0AwMTEhFTO4XCePXt24sSJ06dPd3pzmpmZAQDwH/V38l16BwBwcHAoLCysra318vKCYqyjoxMTE8Nms589eyYqKiosLNzS0oJh2IULFwAAmzdvJrajq6srISHR2tqKYZi8vDwAoKampquTvnjxAgCgp6cH30K9k5SUvH//PoZhra2tHh4eAAAPDw9YoVO9MzIyolAo8GblcDgjR44UFBSsqKjAK0C9o1KpOjo6UVFRp06dYrFYUO+oVOq0adPi4uIOHz5cXV398eNHAQEBKSmpV69ecTic5ubmu3fvQlMO3p0lJSVUKnX8+PHEDmzatAkAkJyc/G3f/DezceNGAAA/P7+EhISbm9uNGzeampq4qw1yvWtqaoLaJC8vLy0tbWpqCr1hu3btcnJyAgAYGRmNGTMGAKCmpgbv22PHjgEA9u7dS2wnOjoaAAAlCQ48cR3hJjs7GwAgJycH30K9o9PpwsLC9vb2c+fOFRERERYWvnr1KqwAZ7Ht7e2JjcTHxwMAXF1dMQxrbm4eMWKEuLg46U/8008/qaur6+npwR/v/PnzMQyTkJAwMjIaNWoULNy0aROGYadPnxYQEBAWFp42bZqdnR18qA8dOrSkpATDsLdv3wIApk2bRmy8qqpKQEBgxowZnV5jp3pXU1Mzc+ZMovnl5ubG4XCIdQaQ3snJyTU2NsKSkpIS2ONXr17h1ezt7fFbqrGxcejQoSNHjsSvh8FgAAA8PT0xDPv777+hhdjNSQsLCwEAsrKy8C3Uu3PnzuEV2tvbVVRUBAUFy8vLsc70Dt5YpqameMnWrVtJdaDeAQAyMzPxQqh3IiIiRGW8c+eOkZFRQEAAsZNwLvby5cvwrZWVFbGp9vZ2BQWFMWPGdHOZvcf69evh6ICPj2/YsGGCgoImJianT58uLCzE6yC9w7UA3qjv3r2DC550dXVh5Y6ODjhlkZCQgGFYZWWlgICApqYmsR1bW1t+fv6ysjIMw+D0S1JSUjd/GjgeamhowP7VuxEjRuA2XVpampiYmIKCAjSdOtU7KMcPHz6Eb+GzPzg4mFgH/mS0tbVZLFZJSUleXh6GYRISEnBgVFxcnJubW1ZW1tTUJCEhISoqCtUNw7C2tja4cmv//v2wZOLEiRQKBbf4MAw7ceIEACAiIqLTC+xU7xwdHaENVFpaymKxbG1t8bEXDm/17rs81tra2vggTkFBQUpKqqGhAX96AAAUFRUBAFDLhgwZsmDBgqCgoIcPH8JrCA0NBQDAmQjoeO5+Z09jYyP4d+wMoVAozs7O+FsqlWpnZ/fHH39kZGRYWFhwtwA9FcS5D1dX1/379587d27z5s34xB8AQExMTFtbm3S4mpoacRbMysoKyhnkw4cPaWlpRUVFAADcneTm5nb37t2wsDA/Pz8AwP3790tLS/fs2UNs9uDBg3xfD5VK/dpD3NzcKisrY2Njm5ub6+vrAQCPHj1KSUlZv369nJzcnDlz7OzsBtQihn7k3Llz8H5QV1en0+lZWVm+vr5w7olCoVhbWyckJHz48AEAICUlNXv27NjY2FevXkFBqaqqunPnzsyZM2VlZQEALBYLAKCq2t36bSkpqZKSkvLycjExMVji7e2Nzzvr6emtWLHi2LFjMTExixcv5j68trY2NjZ29OjR06ZNgyVubm5nzpw5ffo090yfn58fNFGJHDt2DP5aAQClpaXr169XU1PDZ28EBAScnZ2vXLlSVlYGS1xdXV+8eBEeHg4tBgBAaGjosGHDoInTE/Lz86Ojo21sbH7//XdYEh0draqqeuTIkQ0bNowYMaKH7XwV33Vzjx49mviWSqWKi4sTV/+Sfjxubm5BQUFhYWFmZmZw+pZGoxkaGgIAZGRkhISEqqurq6qqSLP7OO/fvwcAwBlDiKysLJy2w4Gf5ubmcutde3s7VFg/P7+jR48Su52Xl3fv3j1ra2u8UEVFhbsD3IVlZWWnTp16+PBhZmYmfIIJCAgAADAMgxXs7OzExcUjIiIOHDhAoVBCQ0MpFMrSpUuJjWzZsqXT6+0boEVTWFh48uTJs2fPwv4/evhwrMbYQbsyUUZGRlxcHH87evTorKws4mo4KGQtLS3wrZubW2xs7MWLF6HeRUZGstnsZcuWwU+h7QYfMJ3S0dFRVVUFAICmFoTklJs2bdqxY8fevHnTaQvh4eGtra3z58+HtgUAYOzYserq6i9fvkxLS9PX1ydW5l7WR6VSiZ4NBQWFHTt2wI69f/8+PT09LS3tyZMn4F+7BADg5OS0cePGsLAwqHc5OTkvX75csWIF6ffYDYGBgRwOh2ivCAgILFy48OjRo48ePerJAr1v4Lv0DjfuesiUKVPU1dWvXr0KNaKsrGzDhg3wIwqFMmXKlPv376ekpBB1h8jLly8BAJMnT8ZLcFnBaWtrAwAMHz6c+/Bbt26Vl5crKiqSPh07dmx2dvbp06eJ58X9LUSEhYWJb9+9e2dsbFxZWamjo7No0aLJkycbGRlduXLl119/JbazaNGiU6dOPXr0yMDAIDY2dvr06dCxi7Nu3bqOf+FwOB0EiG+7ev1VH7W3t5eVlcGRGvcFdnR0iImJNTc3i4qJdfoNDBKIz1QcoqOQtKXH2tpaVlb20qVLhw8fplKpoaGh4uLicHQGW8vJyWEymdxLQSElJSWtra3Dhg0jiiw+oQaBxldxcXGnLcCBy8GDB7nXtZw+ffr8+fPEEuKifYisrCx8zuG8efPG19f39u3bUODExcVJ9umIESPs7e0vXboE9RRaErjE9wRovkBzBwe+ffXq1UDUu2/A1dV127Zt8fHx165d4+PjI6q7s7Pz/fv3t27dOnPmTOLQElJeXg4nhonLOKqrq5ubm4mPFPglqqurc586MDAQAHDu3DkbGxtieX19vby8/K1btwoLC0lK1D27d++urKw8dOiQj48PXgjnVlpbW4mXfOrUqejo6IqKiqamJu574o8//uj5Sb+HysrKyZMnU6lUfI5SUFAQ3uimpqbz5s2ztLTMzc2dPn26gYHBYNa7rx3U8/PzOzs7Hz58ODExUVlZOTU1ddWqVfgXOGvWrPj4+Pj4+K42L966dQsAQJq5x2cSITBoDT7kJJKenp6enj527Ni5c+cSyzs6Oo4cORIZGenv7098xnPPGpFKPnz4YGpqWl1dvWTJElNT08mTJ2tqaiYkJMycOZP4mHRzc7t06VJ4eLi+vn54eLiamtqUKVM6/4I6A874S0pKEgvh248fP/a8na+ir9cbL126lI+PLzo6+saNGxYWFsS/n4uLy4QJExgMxrp164h6AQCoqKhYsmRJQ0PD0qVLiYvp2tvbiRskqqqqLl++rKioyD31VlZWdufOHVlZWdIwAQAwbNiw+fPnd3R0nC5K/UcAACAASURBVPvK3ZRZWVng83FHfX09nO8n3qyGhoZ0Oj0uLi42NlZMTMzBweGrzsIrysvLJ06cmJ+f39bWNnToUAEBAV1d3a1btyYlJdXX19+8eXP58uUkmwLRc+A0WUxMTExMDPjc0nF0dBQVFQ0KCkpPT+c+sL6+3tfXF3AZR9C3hvP69WsAAPe8G/jXuNuwYYPf5xw8eNDKyuobNhFFRkZWVVVt27bt4sWL7u7uNBqNQqHAWUh8PAsAsLCwGDlyZExMTGpqakFBAWmW5ouUlJTw8fGR5umg3nWzt+Q76Wu9GzVqlLm5eURERGVlJekPTKVSw8PDVVVVT548aWBgcPTo0SdPnty7d2/v3r26urr37983NDQ8fvw48RAKhbJu3boLFy5UV1enpaVZWVk1NDTs2bOHNPAEAISGhra3ty9atKjTRzdcMxgQEMBms3t+LVBV9+7d+/79+5aWlidPntjY2EBPLunh7ObmVlJScuXKFQcHBx6vn+wZHz9+NDY2zsvLk5SUdHNzCwsLq66ufv36ta+vr6GhIbc1jfhatLW1DQwMrl27FhMTo6GhQdwVICsr6+fn19HRYWdn9+DBA+JR79+/t7S0rKiomD9/Pmkj0MGDB+HkDACgrq7u2LFjI0aMwMfIOK2treHh4YKCgtDXSQLe2F+716K0tBQAANeg4B2Ag2Lijc3Hx7d06dL8/PydO3dyz0p/ETab3VWkj95zmvWDM87NzS0hIWHYsGEk8xsAoK6unpKSsnHjxsuXL8MFfZBhw4Zt3rx5z549pD3DioqKnp6euAeKn5//0KFDnS49h89AuDiZGxMTE3V19ffv38fGxvbc/oKrNK9cuXLlyhUqlcrhcBwcHB4+fGhqagrjHeA4Ozv/8ssv7e3tXzXBwSvq6+uPHTvm4+Mzc+bM7r2EiO/B1dV1zZo15eXl+/fvJ320evXqsrKyffv2WVhYTJ8+fcKECUOGDHn16lViYmJjY+PMmTNJU2wAgMzMTGtrazc3t7a2toMHD5aVlR07dow0+gMAxMbG1tbW2tvbE30dOHPmzJGWln779u3jx49x1+0XmTFjxqlTpw4fPkyhUAwMDBgMRkhISHl5OQCgoaGBdMn79++/deuWqalppy6+bhAXFy8qKvr777+JJl51dTUAAC7F7Q2+Ue/Gjx+flJREGv7ExMSQBHvNmjX29vZaWlrEwnHjxgEAnJycOnXlSEpKhoaGHjp0KDk5OT8/X0BAQEVFxczMjNssOnv2LJvNnjRpkp2d3ePHj8XExKZMmUL80uFcA4VCYbPZZ86c4ePjIzmqiNy8efPjx4+KiopUKjUpKYn4cAMAKCoqJiUlycjIEAvl5eUzMzPv3Lnz7t07GRkZAwMD6Pl6/PgxaUJEVlZWTk5OQEAA7iHpY4YNG4a7/BG9x+LFi729vdlsNvdjlUKh7N2718TE5NChQ4mJibiVp6Oj4+npuXLlSm4T++bNm6tWrYJNSUhIhIaGdvq07v5BLiAg4OLicuTIkdOnT/dc7+zs7A4ePLhr1y64Nl5UVHTlypW7d+/W19f/66+/mpqacEflmDFjjI2Nk5OTv+FBLi8vn5GRUV1dTdQ7OE054PRuxIgR3D9doucUoq6uzu06CAkJAQCsWbOmm/ZlZWU73UVLBPr+AQBaWlokSYVAZ5aYmFhPhEZDQ0NDQwO+5q4sIiLSaQsCAgLcQwziblwI3Bzu7+/flQGPGCCIiIhwe665Y43AoB2kQiqVSqVSzczMuB2gEEtLS0tLy0+fPuXn57e2to4aNYr0BIWcPHny5MmTAICMjIzi4uJPnz5paGgQ7xw46wIlEm6r6IbDhw/DjZgAgNTUVO4K0KQisWnTptWrV+fm5goICIwdOxaeC07hkRAUFBw+fPg3xJE0NDS8d+8eDEOJF8KBEbGEt/TdeLakpCQ/P//NmzcnTpyYPn16V755ntDU1NTS0vLw4UPQmfe9z2hra0tOTm5sbPT29hYTE3N3d++vniD6gKCgoKamJu6wJSQ6XcreFZ3evXANQC+tyMUZMmTIF3+kb968SUpK2rBhwzfMSs+ePXvv3r0XLlzAZx45HM7ly5fh+u1v6XEP6Du9y8nJMTc3BwBISUnBpSG9R2BgILztlJWV8WglfQ8/P7+VlVVbWxuFQrl8+XJv36CIfqG2tvbPP/+sra09c+bMuHHjSMtKeEtjY2N8fDzcio4PR/qFo0eP1tXVXbhwQUREZO3atT08qqOjo6WlhUKhCAkJTZw4ccaMGXfv3t2/f//q1av//vtvb2/voqKiHTt2wKU8cHtyz+O/9YS+0zs9Pb2dO3fCBRlfO7X5tejq6m7atElGRmbJkiVfuyiah/Dx8f3xxx+lpaU2NjbcMZYRPwaioqK7d+/u6OiQkZHhnsLmLc+ePYPzPBoaGp365fqMmzdvPnjwgEqlRkREkPZZdcOTJ09ERERkZWXhvrSIiIiZM2f+9ttv27Ztg9MInp6eMFoMAGD06NHQU8xD+k7vxMXF4TqjPsDExMTExKRvztU9cNs24gdGUFDw5cuXDQ0NxsbGpF0KPMfQ0DAhIUFAQMDQ0LAfH+QAgKCgIBiMk7gnpBuEhYVheDQAAL5HWFJSMiUl5e7du69fv5aUlDQyMiKO9Ldu3Yq7g3l1sZRO9xUhBi0PHz6cPn36vYSEHz5fz+1bt1yWOKN8jIMKtNAUgUAMFlDwH8RnwH1Lc2bN+uE3XcCJcOIGKcQPD9I7xGdAFRg+Ynj3sQh/AJoam9ra2vp+e19RURGDwWAymVJSUnQ6fcKECaQKLS0tDAZDSkqq07AXkJycnNraWn19fe4shenp6a2trZqammg9ADdI7xCfAZe2xycmflWomP8iwUFBPl7ena747SWYTKaLiwtp0S+dTvfz8yOuOMvPzzcyMnJycoKJLzrFx8fn5s2bRUVFpAV6BQUFBgYGHR0d3t7eMDkMgsgPPmZBIAYIYWFh+vr6qampixcvDg4OTk5Ojo2NXbZsGYxjTkpB+0VkZGSUlZW599WHhIR0dHSMGTMmODgYD0f6X6EPOoz0DoHodYqLiz08PKhUanx8fHh4uKur6+TJk+3t7UNCQpKSksTFxX18fOB2oB4SGBiYn58vJydHLMQwLDg4WEtLa+3atTU1NTBL2cBh3Lhxwv8Cc9EQOXDggIiICDGgqaOjI17/i9vmegjSOwTiM8rKyphMJgCgvb39xYsXV69ehaFBIHl5eZGRkffv3ycGa2IymTAgO5GqqiomkwmTrnh7ezc2Nm7bto17t4+xsfHJkyexf9OYEcEwLCsrKyIi4vnz5yTbp7i4mMlk4nFbIffv3y8oKLCyslq4cCGVSuUOA1VfX89kMpuamsrLy6OjowsKCgAA1dXVTCaTzWYXFBRER0cTL7apqYnBYFy+fDkmJiYjIwM/HZvNZjKZ8HAizc3NTCazoqKis+8VtLa2cjicDRs2bNiwgZQq4NatW9u2bSPVnzNnzoYNG/T09OCBnbb51fAk6w/ihwHOGaVnvO73/GG9/c//yGEAQG1tLekbWLFiBQDgxYsXMEkFZMeOHS0tLcRkNFpaWjANHtzibmlpSWrHyspKQECgoqICRq+UlZWFG6Q6Bc6WwuzMMNKnra0tcRO+goLCkydP8Ppwvq+oqIjYCAxh8PjxY+zfpGjErLUYhsFQHRcvXsTTTj1+/BjuZ4iNjYXxivj4+GAu3cDAQFLmA21t7aysLAzD2Gy2nJycqKgoTKiGA0fleHI+EhoaGsLCwqTC1tbWHTt24Ou0SVeEYRjMjnD79u2uvrqvAtl3CEQnWFhYWFpaJiQknDhxQl5efs+ePUZGRiwW6/jx40lJSdbW1m/fvoU55/T19WE8WmIU8rKysoSEBBsbG2lpaWgtamlpcftScaDd9/jxY7zk+vXrycnJV69ezc/PDwwMbGhoMDc3z8/P76oFmKJMXV0dhueBu806jfQJ09H5+PjY2triMY3c3d319PS8vb2XLl2qpKQUExPj7u6uoqISFhaWnZ0dGRk5e/bsrKwsmHAGxq9vbGyMjY0lthwaGjpixIiep57Iy8vT09PbvXu3np4eHu6oV0H+WQSiE6ZMmQKTyVlYWJSWlu7fv//jx48sFgsGRqTRaHJycjCBFADA1dXVy8srIiLC29sbloSHh3M4HBgVLicnB3Al8yMBQ0niSZwBAHx8fHfv3oURSpYvXy4oKOji4gJzh3baQkREREtLCx6Hzt7efvjw4eHh4YcOHSINHocMGfL06VNSoYqKyqNHj3AHCLz2gIAAAwMDAICmpqaVlZWsrOzTp0/xS/b39w8LC8ND72VlZTEYDA8Pj55nPnn79i0MELBt27Yvxn/jCci+QyA6wdbWFt/5D2M9mJqa4lFgZWVlRUVF8akuZ2dnAQGBsLAw/PDQ0FBJSUk46oTVOo0/jANXOxLTtpibmxPDMTk5OYmJiXUzbR8UFAQDrMO3IiIiTk5OnSavMDMz4860OWfOHKK3Ny4urra2FoodAADDsMrKSiUlpZaWFhh9j06nGxoaEq3ab0hRpq+vX1BQsGvXrt7ed4yD7DsEohOIa33hZnU8+TSEGBlUWlraxsbm2rVrb968odPpr1+/zsjIWLt2LfwZwwNh5ryugKm7iWseSeGe+Pn5lZWVs7OzW1tbuQ0oBoORlpYmISFBXNcCfZ1nzpxZvXo1sXKn0TS5zU9+fv6QkJC0tDQGg8FgMPCt+3iAJjc3t5SUlMjISC8vr46OjvDwcA0Nja+KA9R7cYy7Atl3CEQncG9O6D7Qk5ubGwAAmngkSwdm1OsqVTbk7du3AACiQYcHEcHpJpU1jOpeU1PzBwGY5jErKwsfhEI6TaNOKkxOTh41apSbm1tAQACFQvH09IyLiyPm5AYAODk5CQkJwUtOTEwsLS392pQ9fQ/SOwSCB0DXBHRNRkVF0el0fAJeW1ubTqezWKy4uLhOj33w4MGLFy/k5OSIQcy4V3UUFBSMHDmS27iDKcqEhYUrKiqaP2fv3r3g6/OTYRjm4OBQX18fFhZWV1f36NEjPz8/Ozs7mFwCz+EnLi5ub2+fnp7+7t27S5cu8fHxdZVGY+CA9A6B4AECAgLOzs55eXmBgYHFxcWkaaxdu3YBADZu3EhcTwupqKhYv349AGDz5s3EPcv37t0jLq9LSkqqrKw0NDTkPnVcXFxNTY2dnZ20tLTw5yxfvpxKpUZHR1dWVvb8WlgsVnl5ua6u7pIlS3Cfcl5eHlxjSEzJCL3AMJ20mZnZwM9fjPQOgeAN8McPZcvZ2Zn4kYODg7u7e35+vo6OztmzZ+HugtLS0rCwMB0dnaysLCsrK7jUA6ekpMTNzQ0aU3l5eatWreLj48Nj/xLpJkWZvLy8tbV1W1sbrNNDpKSkAACZmZl4gp7i4mIbGxv4mqh3M2bMUFRUPHToUFVVVb/kGv1akN4hELxBV1dXX1+/trbW0tKSeyY+ICBg7969LS0tHh4eysrKoqKiioqKLi4u1dXVXl5e169fJ80Pzpo1KyEhQUJCYvz48RoaGnl5ecePH+dO9FNYWJiYmCgtLd1V3gyYJers2bM9TwQhKSnp5eXV3t6uqalpaGhIo9FGjRqlpqa2cOFC8K9rBQLHsLW1tUOHDu2bBSXfCfLPIhCfYWtrq6ioSPTGjh492tfXl5RudPPmzdxTabNnz05LS+sqs8Rvv/3m4eERGhqamZlZWloqLS1Np9NdXFwUFRWJ1aSkpHx9fadOnTp69Ojg4ODXr1/PnDnTyclJT0+Pu82qqqrt27dra2tzxw6AzJo1a9euXR0dHZWVlePHj/f19SW5UE1NTX19fUlBng8fPjx16tTr169XVFSYmJgcPXrUysoqMzOTRqORAiPOnj3bz89vwYIF/RtfvoegeO6Iz7h06dKiRYvSM14PknhQtbW1PIwTN2HChKKiosLCwt5eUGZsbPzs2bPKyko49uxHtm3btm/fvtTU1C9ukNDU1CwoKOgqwOqcOXM6jXC1devWAwcO3L5929ra+vt7i+w7BOJ7aW1t5efnDw0NTUlJ2blzZ2+LHYfDYTKZ/Pz8PcyV0xu0tbUJCgoyGIwzZ85Mnjz5+3eD6ejoNDQ09HxvxreB9A6B+F7c3Nyio6PZbLampibJ7cBzli5d+vDhw5qaGhsbm36MQR0REbFy5Uo2my0sLHz06NHvb3D//v3f38gXQXqHQHwv1tbWubm5enp6W7ZsIcUU4TkcDkdGRsbS0vLQoUO9eqLuMTAwmDhxoqysrIeHB3dI+gEL0jsE4ntxcXHps6W24eHhfXOi7tHW1n7y5MnXHtXW1ubk5AQAOHHixBdnHo8cOfLy5cuMjIxv7GJnIL1DIBB9Adyiy2AwAAB4tNRuyMvLg5U1NDS4d9d9G0jvEAhEX3D79u2vqn/8+HGe9wGtN0YgEIMFZN8hPgNuYPrz6LFhvTzv3u9kZmb2y3lR/tn+hCdR4RE/DD0Pxv0DQKFQ6urq+uy7zc7OxiNo4tDp9Bs3bpCqAQCcnJy6aarT/BUYhuXn58P9D97e3ry/gP8+yL5DfIampmZ8fPyefXv7uyO9zrW4a6ycnN5ePoITFha2cuXK5ubmxYsXW1pajh07tqKiIi4uLiIiwtbW1t/f38vLq+et9ST/7N69e4WFhXl6Ef95kN4hyAgICLgtX97fveh13rHesXJy+uZcxPyzxJSM9vb2P//8s62trY+Pj76+vqmpaQ8bDAwM5C7E/s0/6+HhsW7duqioqAEVgPP8+fPV1dXwtaenJ4wwimFYfHw8k8n89OmTurq6ubk5vk4lNjY2598/0MKFC7tPANJDkN4hEJ9RVlZWV1enqanZ3t7+6tWr4uLiKVOm4LkZ8/Lynj9/LiMjM3XqVDh3VldXV1ZWJiUlRVpQVlVVVVVVNWrUKFFRUZh/1s/Pr6v8s4sWLVq3bh1prRmGYW/evMnIyBg9evT48eOJxlpxcTEUCKKJB/PPenl5LVy4cOPGjadPnybpXX19fWlpqZKSUkNDw5MnTwwNDZWVlaurqysrK9XU1EpLS1NSUqZOnYpfbFNTE4vFysnJERAQUFdX19LSgqdjs9m5ubkiIiLKysrE9pubmwsKCiQkJGRkZLi/2MOHD+P6tWjRomHDhuXm5jo6OsKElhQKBcMwcXFx+G0AAC5evIjnPxs3bhxP9A7N3yE+Y8uWLcOGDev35LB98O9/Hh6ysrLc3wDKP9ur+Wdh4GUMw5qbm3V1dSkUyr59+6qqqkpLS48cOSIlJSUgIPDq1SsMw9ra2pqbmzdt2gRQ/lkEoldB+Wd7Kf8sDLwMAEhKSsrIyFi6dOnWrVslJSXl5eU3bty4bt06NpsNc04KCAgICwt3Fefq20DjWQSiE1D+2d7OP1tZWUmn04kmMwBg7ty5O3bsyOm1eVVk3yEQnYDyz/Z2/tmlS5dmZWWR9A7uwSDlouQhyL5DIDoB5Z/tg/yzJNhsNvQ7EycueQuy7xCITkD5Z/s4/yyGYcuWLWOxWMuWLTM3N//mdroH6R0CwQNQ/tnvyT/LZrNdXFwiIyNNTU17I0wADtI7BIIHoPyz35x/tqGhwcbGJjw8fM6cOXfu3MEnSXsDpHcIBG9A+Wd7fgqcqqoqMzOzxMREFxeXmJiY3t4Ah/QOgeANKP9sD9vHKSkpmTZtWmpq6i+//HLhwgXeLrXrFOSfRSA+A+WfBX2Sf7ajo2PevHnZ2dl//PHHunXrvurYbwbln0V8xi+//HL69Om8woL+7kivs/WXX+NiY8vKynjYJso/2w2k/LPnzp373//+p6ioCDfwEZGRkfH09ISvUf5ZBGJggfLPfkP+WbjUrqSkBDpziNDpdFzveAvSOwTie0H5Z7+hhWPHjhH3kxARFRX9vt51CdI7BOJ7Qflnv6EFIyMjnvfqiyC9QyC+F5R/todgGAajxZAi93VKSUlJQ0MDHiKUJyC9QyAQfURrayuNRgMA5Ofnk2KFcrN27VpSvKnvB+kdAoHoC44cOVJfXw9f4wFHuwEGaoav4R7k7wfpHQKB6AvwHRo9ZMqUKTzvA9pfgUAgBgtI7xAIxGABjWcRn/Hq1auGhgYlxZH93ZFep62trbcXBiMGGkjvEJ/BZrP5+PgGQ57m9vb2r93yyROKiooYDAaTyZSSkqLT6dyL11paWhgMhpSUFDHGMomcnJza2lp9fX3uHEDp6emtra2amprcIUsRSO8Qn6GiolJaWvo85WV/d6TXWbHc/UNubl+ekclkuri4pKamEgvpdLqfnx/MdAHJz883MjJycnKKjIzsqikfH5+bN28WFRWNHPmZJV5QUGBgYNDR0eHt7e3v78/zS/hmoqOjAwIC4OslS5bA5YocDic4OPj+/fu1tbWGhoY2Njb4IuSXL1/u2LEDvp46depvv/3Gk26g+TsEoi8ICwvT19dPTU1dvHhxcHBwcnJybGwsjGBua2tLzDvRE2RkZJSVlbmX7IaEhHR0dIwZMyY4OLilpYV33f9ePnz4cO/evdzc3Lq6OtixlpaWadOm/fzzz9evX6+trd23b9+UKVPOnDkD67PZ7Lq6uvLy8nv37jEYDF51A+kdAtHrFBcXe3h4UKnU+Pj48PBwV1fXyZMn29vbh4SEJCUliYuL+/j4PHz4sOcNBgYG5ufny8nJEQsxDAsODtbS0lq7dm1NTU1UVBSPL+O72b179/Pnz3/++WcAwK+//vrs2bOff/65vLz8xYsXHz58UFdXX7VqFVQ3Y2Pj58+fX7lyhbcdQHqHQHxGWVkZ3PPU3t7+4sWLq1ev4nkXAQB5eXmRkZH3799va2uDJXV1dUwmE8Y6J1JVVcVkMhsbGwEA3t7ejY2N27Ztg3m1iRgbG588eRLDMO4YcBiGZWVlRUREPH/+nGSsFRcXM5lMYsB3AMD9+/cLCgqsrKwWLlxIpVK501bU19czmcympqby8vLo6OiCggIAQHV1NZPJZLPZBQUF0dHRxIttampiMBiXL1+OiYnJyMjAT8dms5lMJjycSHNzM5PJ5M68wQ2bzb548aKQkNDu3bthZiIVFZU1a9YAAO7cufPFw78ZpHcIxGds376dRqO9fPly5MiRkyZNmj9/vpycnK+vb2tr69y5c0ePHr148WILCws9PT34w/7w4QONRlu8eDGpHRcXF11d3aamprq6uqioKFlZ2Y0bN3Z6RicnJyUlpczMzMzMTLywqanJ0dFRR0dnyZIlRkZGampqxDRjq1atotFopOB9MGi7vb29rKysubn58+fPSSPB2NhYGo0WExOjo6OzYMECFRWVJ0+enDhxgkaj3bp1i0ajLViwQEFBAYabDwoKUlBQ0NPTc3JycnBwGDdunJ6eHsyyRqFQpk+fTqfTP336RGz/zJkzNBqtJ4YqPz//ixcvHj58SDRRZWVlAQAcDueLh38zSO8QiE6wsLCwtLRMSEg4ceKEvLz8nj17jIyMWCzW8ePHk5KSrK2t37596+fnBwDQ19fX1dUlZp4GAJSVlSUkJMCkZdBa1NLS4val4kC77/Hjx3jJ9evXk5OTr169mp+fHxgY2NDQYG5unp+f31ULtbW1sbGx6urqU6dOBf8m0+g0M9n69evl5OR8fHxsbW3xoM3u7u56enre3t5Lly5VUlKKiYlxd3dXUVEJCwvLzs6OjIycPXt2VlYWjHbFz8/v7Ozc2NhI2t8aGho6YsQIOzu7L369FApFTU2NGGm5qqrq4MGDfHx8RNcNz0H+WQSiE6ZMmRIaGkqhUCwsLEpLS/fv3//x40cWiwWzZ9FoNDk5uZcv//Fiu7q6enl5RUREeHt7w5Lw8HAOhwNT2OTk5IDOEloTgZm9SkpK8BI+Pr67d+/CjLTLly8XFBR0cXHZv3//uXPnOm0hIiKipaUFT5pjb28/fPjw8PDwQ4cOkXLLDhky5OnTp6RCFRWVR48e4Q4QeO0BAQEGBgYAAE1NTSsrK1lZWdzGdHV19ff3DwsLwwPDZGVlMRgMDw8P7jD33RMXF3fs2LHk5OQhQ4Zcu3aNV1tlOwXZdwhEJ9ja2uIJdKAZYmpqiqcKlJWVFRUVxae6nJ2dBQQEYOZpSGhoqKSkJDRVYDUJCYluTgcjdxLjX5qbmxPTbzs5OYmJicXHx3fVQlBQEB8fH57xWkRExMnJqbGx8eLFi6SaZmZm3Cm358yZQ/T2xsXF1dbWQrEDAGAYVllZqaSk1NLSAlOm0el0Q0NDolVLyjLec2JiYkpKSvj4+Dgczp07d4j5z3gOsu8QiE4grvWFy5KJGXwAACIiInjuF2lpaRsbm2vXrr1584ZOp79+/TojI2Pt2rVw/wY88P37992cDib9UlJSwks0NDSIFfj5+ZWVlbOzs1tbW7kNKAaDkZaWJiEhQVzXAnPdnjlzZvXq1cTKampq3B3gNj/5+flDQkLS0tIYDAaDwWhoaIDleJ4zNze3lJSUyMhILy+vjo6O8PBwDQ0NUjKgngCFsrGx0cvL69SpU3l5ebdv3/7aRnoIsu8QiE7g3pxAypdIws3NDQAATTySpQMHaHCmvyvevn0LACAadNBrSURERKSrw6Gnoqam5g8Ct27dAgBkZWURHR0AAG7jjrswOTl51KhRbm5uAQEBFArF09MzLi5u7NixxDpOTk5CQkLwkhMTE0tLS3Hr8hsQFRU9efLk2LFj79y5Q/Tb8BakdwgED4CuicuXL2MYFhUVRafT8RQ22tradDqdxWLFxcV1euyDBw9evHghJydnYmKCF3Kv6igoKBg5ciS3cdfa2hoeHi4sLFxRUdH8OXv37gVdeC26AcMwBweH+vr6sLCwurq6R48e+fn52dnZ1dTUAADgeBYAIC4ubm9vn56e/u7du0uXLsFctD0/S0dHB8m9y8/Pb2xsDADoxi3znSC9QyB4gICAgLOzc15eXmBgYHFxMWkaC6bg0klOKQAAIABJREFU2rhxIxxjEqmoqFi/fj0AYPPmzcT8O/fu3SMur0tKSqqsrDQ0NOQ+dVxcXE1NjZ2dnbS0tPDnLF++nEqlRkdHV1ZW9vxaWCxWeXm5rq7ukiVLcJ9yXl4eXGNInF+DXuDo6OgbN26YmZlBr0tPyMnJERER4Y5wV1paCgBQUVHpeW+/CqR3CARvgD9+KFvOzs7EjxwcHNzd3fPz83V0dM6ePQsXuJWWloaFheno6GRlZVlZWZESm5WUlLi5uUFjKi8vb9WqVXx8fDt37uQ+LxzMdmpbycvLW1tbt7W1wTo9BOa0zczMZLFYsKS4uBiP1knUuxkzZigqKh46dKiqquqrPBVjx46VkJB4/fr13bt38cIXL14kJiaOGjUKxnzvDZDeIRC8QVdXV19fv7a21tLSUl5envRpQEDA3r17W1paPDw8lJWVRUVFFRUVXVxcqqurvby8rl+/TpofnDVrVkJCgoSExPjx4zU0NPLy8o4fP66trU1qtrCwMDExUVpaeubMmZ32yt3dHQBw9uxZ3M/wRSQlJb28vNrb2zU1NQ0NDWk02qhRo9TU1GB0dehagcAxbG1t7dChQ+fNm9fD9gEAFArl3LlzFArF2dl53bp1cXFxO3fuNDc3p1Ao4eHhX0zl880g/ywC8Rm2traKiopEb+zo0aN9fX3xpbmQzZs3c0+lzZ49Oy0tDRp63Pz2228eHh6hoaGZmZmlpaXS0tJ0Ot3FxUVRUZFYTUpKytfXd+rUqaNHjw4ODn79+vXMmTOdnJz09PS426yqqtq+fbu2tnZXGjFr1qxdu3Z1dHRUVlaOHz/e19eX5EI1NTX19fXV1NQkFh4+fHjq1KnXr1+vqKgwMTE5evSolZVVZmYmjUbj4/vMSJo9e7afn9+CBQu+NrjWnDlzbty4sX79+uPHjx8/fhwAoKend/78+W9I3d1zKLhPHYEAALi6uj579mzwxIPiYewNAMCECROKiooKCwt7O5KosbHxs2fPKisr4dizH9m2bdu+fftSU1O716mDBw9u2bIlIiJi0aJFpI9KSkpKS0vV1NS4lyi+f/9+zJgx8+fP51XgAGTfIRDfS2trKz8/f2hoaEpKys6dO3tb7DgcDpPJ5OfnFxcX79UTdUNbW5ugoCCDwThz5szkyZO/xyhTVFQkWbi9B9I7BOJ7cXNzi46OZrPZmpqaJLcDz1m6dOnDhw9rampsbGyI/tw+JiIiYuXKlWw2W1hY+OjRoz08KjEx8e+//zYwMMB3bnRFYWHh7du3v8qt3BOQ3iEQ34u1tXVubq6ent6WLVuGDx/eq+ficDgyMjKWlpaHDh3q1RN1j4GBwcSJE2VlZT08PLhD0ndFUFBQUFDQjh07vqh3GRkZq1at+u5ukkHzd4jPQPN3iB8YtB4FgUAMFpDeIRCIwQLSOwQCMVhA/grEZzQ0NFRUVGxcv76/O9LrpKenCfCjfNuDC+SvQHyGlpZWdnZ2f/eijxASEhpQSQsRvQ2y7xCfMWPGjLKysksDL5Ufz/E/dKiQK8MW4scG6R2CjICAgIHhF5ZH/QBISkr2o94VFRUxGAwmkyklJUWn07mXsLW0tDAYDCkpKWKkZRI5OTm1tbX6+vrcmYDS09NbW1s1NTW5A5f2Cy9evEhKSoKvp0yZwh0J6u3bt9evX3dwcBgzZgwAIDc3F99DpqmpaW9vz5NuIL1DIPoUJpPp4uKSmppKLKTT6X5+fsTUXPn5+UZGRk5OTpGRkV015ePjc/PmzaKiopEjRxLLCwoKDAwMOjo6vL29/f39eX4J38CjR49+/fVX+HrHjh0kvWtubp4/f352djaNRoN6l52djdefP38+r/QO+WcRiL4jLCxMX18/NTV18eLFwcHBycnJsbGxy5YtY7FYtra2xOwTPUFGRkZZWZk7MkpISEhHR8eYMWOCg4MH1ARlSEhIc3Pz9u3bSeWbNm0izRrb2Ng0NzdnZWXxtgNI7xCIPqK4uNjDw4NKpcbHx4eHh7u6uk6ePNne3j4kJCQpKUlcXNzHx6cnyapxAgMD8/PziSmrAQAYhgUHB2tpaa1du7ampiZqIE3FCgoKCgsLkwT6zp07J0+eJJmofHx8wsLCX5va8YsgvUMgOqGsrAzmyW5vb3/x4kV0dDSefREAkJeXFxkZef/+/ba2NlhSV1fHZDJhxHMiVVVVTCazsbERAODt7d3Y2Lht2zaYXZuIsbHxyZMnMQxbt24d6SMMw7KysiIiIp4/f04y1oqLi5lMJjHsOwDg/v37BQUFVlZWCxcupFKp3Mkr6uvrmUxmU1NTeXl5dHR0QUEBAKC6uprJZLLZ7IKCAtLFNjU1MRiMy5cvx8TEZGRk4Kdjs9lMJrOAaw60ubmZyWRy59/olMrKyuXLl5uamsKER70N0jsEohO2b99Oo9Fevnw5cuTISZMmLViwQE5OztfXt7W1de7cuaNHj168eLGFhYWenh78YX/48IFGoy1evJjUjouLi66ublNTU11dXVRUlKys7MaNGzs9o5OTk5KSUmZmJjE7V1NTk6Ojo46OzpIlS4yMjNTU1IjJxlatWkWj0crKyojtwNDt9vb2srKy5ubmz58/J+0Rjo2NpdFoMTExOjo6CxYsUFFRefLkyYkTJ2g02q1bt2g02oIFCxQUFGDQ+aCgIAUFBT09PScnJwcHh3Hjxunp6cFcaxQKZfr06XQ6nZR258yZMzQarYeG6ooVK5qbmy9cuEAKI9pLIL1DILrEwsLC0tIyISHhxIkT8vLye/bsMTIyYrFYx48fT0pKsra2fvv2rZ+fHwBAX19fV1eXmH8aAFBWVpaQkABTl0FrUUtLi9uXigPtvsePH+Ml169fT05Ovnr1an5+fmBgYENDg7m5eTfpu2pra2NjY9XV1adOnQr+TanRaX6y9evXy8nJ+fj42Nra4qGb3d3d9fT0vL29ly5dqqSkFBMT4+7urqKiEhYWlp2dHRkZOXv27KysLBjzip+f39nZubGxMTY2lthyaGjoiBEj7Ozsvvj1nj9//vr16ydPniQm3u1VkH8WgeiSKVOmhIaGUigUCwuL0tLS/fv3f/z4kcViDR06FABAo9Hk5ORevvwnloyrq6uXl1dERIS3tzcsCQ8P53A4MJFNTk4O6CytNRGY36ukpAQv4ePju3v3LsxLu3z5ckFBQRcXl/379587d67TFiIiIlpaWvDUOfb29sOHDw8PDz906BApw+yQIUOePn1KKlRRUXn06BE+vwavPSAgAIZv0tTUtLKykpWVxW1MV1dXf3//sLAwPFtQVlYWg8Hw8PD44tTbu3fvNm7cuHDhwiVLlnRfk4cg+w6B6BJbW1s8jQ5M+2BqagrFDgAgKysrKiqKT3U5OzsLCAjA/NOQ0NBQSUlJuMoEVuMOWU4Exu9sbW3FS8zNzYlJuJ2cnMTExOLj47tqISgoiI+PD897LSIi4uTk1NjYePHiRVJNMzMz7sTbc+bMIToT4uLiamtr8Vh1GIZVVlYqKSm1tLTAxGl0Ot3Q0JBo1ZJyjXdFe3v7kiVLRowYcebMme5r8hZk3yEQXUJc6wvz0RDz+AAARERE8B2Z0tLSNjY2165de/PmDZ1Of/36dUZGxtq1a2F4d3jg+/fvuzkdTP1FHNxpaGgQK/Dz8ysrK2dnZ7e2tnIbUAwGIy0tTUJCgriuBWa8PXPmzOrVq4mV1dTUuDvAbX7y8/OHhISkpaUxGAwGg9HQ0ADL8Wxnbm5uKSkpkZGRXl5eHR0d4eHhGhoapJRA3OzatSs1NTU+Pr6PQ9Ij+w6B6BLuzQmkrIkkoJMRmngkS2f8+PEAADjT3xVv374FABANOjExMVIdERGRrg6Hnoqampo/CNy6dQsAkJWVRXR0AAC4jTvuwuTk5FGjRrm5uQUEBFAoFE9Pz7i4uLFjxxLrODk5CQkJwUtOTEwsLS3FrctuOH/+PABg/vz5I/4FToNCo+/BgwdfbOHbQHqHQPAM6Jq4fPkyhmFRUVF0Oh1PZKOtrU2n01ksVlxcXKfHPnjw4MWLF3JyciYmJngh96qOgoKCkSNHcht3ra2t4eHhwsLCFRUVzZ+zd+9e0IXXohswDHNwcKivrw8LC6urq3v06JGfn5+dnV1NTQ0AAI5nAQDi4uL29vbp6env3r27dOkSzEj7xcanT58+Y8aMSQTg+ruxY8dOmjSp92LiI71DIHiGgICAs7NzXl5eYGBgcXExaRpr165dAICNGzfCMSaRioqK9evXAwA2b95MzMJz79494vK6pKSkyspKQ0ND7lPHxcXV1NTY2dlJS0sLf87y5cupVGp0dPRXpb9hsVjl5eW6urpLlizBfcp5eXlwjWFTUxNeE3qBo6Ojb9y4YWZmBr0u3RMZGXn3c5ydnQEAvr6+d+/e7b0UtEjvEAheAn/8ULbgbxjHwcHB3d09Pz9fR0fn7NmzcIFbaWlpWFiYjo5OVlaWlZUVKb1ZSUmJm5sbNKby8vJWrVrFx8e3c+dO7vPCwWyntpW8vLy1tXVbWxus00NgZtvMzEwWiwVLiouLbWxs4Gui3s2YMUNRUfHQoUNVVVVf9FT0L0jvEAheoqurq6+vX1tba2lpKS8vT/o0ICBg7969LS0tHh4eysrKoqKiioqKLi4u1dXVXl5e169fJ80Pzpo1KyEhQUJCYvz48RoaGnl5ecePH9fW1v5/e2ceV2P6///3OZ1OJ0ebVpWlOCkyvjVC2SqpSJEsJynLjJE1yTKWmcaMNR8ky9i3KPtgJJMlxmQpIiENiYQUrU6d0jnX74/3o/txO6cSip851/MPj851v899X/d17vt1v5fruinsNicn5+zZs4aGhh4eHrX26rvvvgOAzZs3M3WG96Kvrz9z5szq6mpra2sHBwcbG5tWrVq1a9duxIgRUFNaQTCGLSoq0tLSGjp0aAP3/0Wg9VkKpRZ8fHzMzMzY1VhLS8vw8HBmai4yZ84c5VTaoEGDUlNT0dFTZsGCBcHBwXv27ElPT3/+/LmhoWGnTp0CAwMV/s9pAwOD8PDw3r17W1pa7ty5My0tzcPDQywW29nZKe/z1atXP/30k62trfK7AxAvL69FixbJ5fKCgoL/+7//Cw8PVyihOjs7h4eHW1tbsxtXrVrVu3fvEydO5Ofn9+3bd82aNZ6enunp6TY2NgrLIQYNGrR8+fLhw4djFfsjGDt2rLOzM7tW0xTQ9xtT3mHGjBmxsbEZ/2Z+6Y40OVMmTb6ZmorLHhqXbt26PX36NCcnB2eiNB09e/a8fPlyQUEBxp5fkIULFy5ZsuT69et1pd4iIiLmzp0bExPj7+/f8N0+fPhQJBINGzaMeRfeJ0LjWQqlcaisrJTJZDt37kxJSQkODm5qsZPJZPfv3+fxeJ95ChsbfF3CrVu3Nm3a5OTk9N46w/Pnz2t9q4IyEonk/v377Ki5UaB6R6E0DuPGjdPU1Bw/fry1tbVC2aHRCQoKsrCwKCwsdHd3Z9dzPzMxMTF8Pt/Ozk4ikaxZs+a99rNmzbKxsVm3bt17LRMTE21sbOpKR340NH9HoTQOAwYMyMrKsrOzmzt3btPNIENkMpmRkVH//v1XrlzZpAeqn65du3bv3t3Y2Dg4OFj5lfRsfHx8mHUjyvUWZezt7ZkXOzdkgksDofk7yjvQ/B3lPwyNZykUiqpA41lKLbBf0fFfpeEz0Sj/GajeURTJz883NTZ5v93Xj8LbRyj/eajeUd7B19e3bdu2X7oXn4n630ZH+e9B6xUUCkVVoPUKCoWiKlC9o1AoqgLVOwqFoipQvaNQKKoC1TsKhaIqUL2jUCiqAtU7CoWiKlC9o1AoqgLVOwqFoipQvaNQKKoC1TsKhaIqUL2jUCiqAtU7CoWiKlC9o1AoqgLVOwqFoipQvaNQKKoC1TsKhaIqUL2jUCiqAtU7CoWiKlC9o1AoqgLVOwqFoipQvaNQKKoC1TsKhaIqUL2jUCiqAtU7CoWiKlC9o1AoqgLVOwqFoipQvaNQKKoC1TsKhaIqUL2jUCiqAtU7CoWiKlC9o1AoqgLVOwqFoirwGnd3Dx48mDZtGgCYmZlt3769VpvAwMCCggJTU9MdO3Z80M6TkpJ27NiRnJycm5trYGDQoUOH4ODgQYMGMQZFRUX+/v4ODg6//fbbp5zFJ+Lg4ODq6rpixYrPc7jo6OiEhIRbt25lZWWZmpp26dLlhx9+cHd353A4jE1KSspPP/0kFovHjh1b134mTpz47NmzkydPKrS/evUqMDCQELJ06VJ7e/smOguVIiAg4PXr1wCwdevWVq1aKRts2LDhzz//BIAtW7a0bt264Xt+8uTJzp074+PjHz9+rKam1r59+8GDB0+aNKlZs2aMTUhISGZmZlxcnJqa2iefynsoLS0dMWIE/m1oaBgdHY2d/P3335WNw8LCDA0NxWJxcXExtvzxxx+ampqN2SHSqFy/fp3Z84MHD5QNbt26hVvbtWvX8N2Wl5ePGzcOADgcjq2trYeHh52dHY/HAwBvb+/Kyko0e/HiBQB4eno2zsl8IFKp9Ny5c4SQfv36rVy5sry8/MyZM016xBcvXgwcOBAAuFyuSCRyd3e3sbHB4R0yZEhZWRljeerUKQCYN29ePXvr2LGjurq6cntkZCQeYuzYsY1/DiqJqakp/kyrVq1S3iqXy9u0aYMGd+/ebfhut2/fjupgbm7u4uLSq1cvHR0d/Pjw4UPGzMHBAQCqqqoa4UzeR0FBAQBoa2t3797dx8cHG3fu3FmrFmVkZBBCPD09u3fvrqWlBQClpaWN258m0bvmzZsDwNKlS5UNfvzxR3V19Q/Vu+HDhwNAz54979y5wzRmZWV1794dAMaMGYMtX1bvTp8+DQCdOnWysrJydHTU09NTV1cvKipqosNVVFRYWloCgK+v7/Pnz5n2mzdv9ujRAwCcnZ1lMhk2NkTvjh07tnv3buX2zp07W1tbu7m5aWpqFhYWNu5ZqCampqZcLldTU7NHjx7KWy9fvgwAeJs0XO/QddLX1z969KhcLsfGN2/ehISEAECbNm0Y7fj8eufm5sZunDFjBgDExMTcfBepVMrY9O7d+6vROy8vLy0tLTs7O2UDCwsLdEkarneHDh0CgM6dO0skEoVNr169atGiBYfDuXfvHvnSeieTydLS0sLDwwFAR0dn79692dnZTXe4X375BQAw0lSgoqKiW7duALB69WpsaYje1UpKSgoAzJgxA7MTzA4pn4Kpqam6urqfnx+Hw8nJyVHYOn36dKFQ2Ldv34brXX5+vra2No/Hu3XrlvJWb29vAIiIiMCPX1zvnJ2deTxeRUVFPV9sIr1rknqFQCAYPHjwzZs3Hz58yG6/du1adna2v78/04IZt9mzZyvs4eLFi2Kx+Ny5cwCwdetWAPj555/ZOQhEX19/8eLFYWFhMpms1p7I5fKNGzeOGDHim2++sbGx8fb2Xr9+vVwuZwxKS0uXLFnSu3dvS0tLFxeXkJAQ/IUYYmNjBwwYIBKJHBwcAgMDk5OT6zprLpfbvn37U6dOjRw5Ul9f/9q1a23btsVNixcvnjp1alVV1eLFi11cXOzt7cPCwvLy8gDg1KlTI0aMEIlEbm5uf/31F9rHxcWJxeJjx44pHGLp0qWjRo0qLy8vKChYsWKFtrZ2RESEck8EAsHGjRsBYN26dQqbTp8+7e3tbWVlNXjw4H379rE3zZ49e/To0Qr2KHOenp5Dhw7l8/mbNm0ihLANDh8+LBaL8/LyJk2aZGtrO3Xq1IKCgt9//93f37+srMzf379Lly5z5syRSqUAUFhYOH/+fC8vL5FI9O23344cOfLs2bO4n6dPn4rF4l9//VWhAydPnhSLxbUO+927d/fXzatXr5S/AgC7du0Si8VlZWXbt28fPHiwlZXVoEGDYmNjFcxevnwZGhrap08fKyurIUOGxMTEMJtmzpwZEBDw9u1bpmXbtm1isTguLo5pyc3NFYvFu3btqrUPyMiRI0nN45xBLpcfPHjQx8dHKBQyjfPnzxeLxfn5+WxLHF68AA4ePFhaWoqjrXyg8PDw8ePHt2/fvq6eJCYmjhs3zsnJydLS0tXVdebMmZheZDhw4MDAgQNFIlHXrl0DAwOvXr3K3pqamhoUFIS3mK+vb12Je4a0tDRbW1uBQFC/WZPQuPKJ/p2fnx9mWxVC2pCQEKFQWFJSAiz/Dp82jx49Ylv6+vpyudxnz55JJBLMqubn57/36Ar+XXl5OUZ25ubmw4YNs7e3xxQ+k4eSSqVOTk4AYG1tHRQUhNeKiYnJkydP0OCnn34CAGNj4+HDh/fv319DQ4PH4x08eLCuDsTGxurr6+fn5yckJGhpaWE+ghDi6upqZGTk5uamoaHh7Oysq6sLAH369Nm8eTOXy7W0tHR0dFRTU+NyuTdv3iSEPHjwAAAUgp2ioiKBQODi4kIIQWUcOnRoPaPRrl07ALh+/Tqp8e+sra25XK6Tk1NQUJCZmRkATJ48mbFXzt+Vl5fr6OiYmJhUV1cTQoYNGwYAZ8+eZdugP8vkpHV1daVSaVBQEIfDwSwEANjY2BBCbt68aWJighnYkSNHMmn4mJgYpsPq6uqvXr1i779Pnz6ampolJSXKJ6gsjmySkpJqHZapU6cCAKaD27Vr16tXLz6fDwArVqxgbC5evGhgYMDlcj08PMaMGWNhYQEAAQEBuHXixIkAcPHiRca+c+fOOAhMCz5vjh49Wmsf0L+TSCRCoVDhV8Zn/IkTJzAMQv8O629r165lW2IWbMuWLYQQDw8PANi2bVuth1NAwb9bsGABh8PR0tLq37+/p6cnypC5uXl5eTkaYCRhZGQ0bNgwd3d3vAtiY2Nx66VLlwQCgaampqurq1gsNjAwwOHFrcr+3ZMnT9Bg3759o0aN8vDwmD179v379xU6+TXFs35+fpWVlbq6uuyQViaTmZqa+vv7V1dXs/UOr4xff/2VsXz9+jWfz/fw8CA1d76hoWFDjq6gd+gYMtk9QkhWVhaPx+PxeMXFxaRGNaZPn84YLFq0CAB++eUXQkhVVZWmpqa1tfXbt29xa3JyMofDcXBwqKcPBQUFCn8QQlxdXQGgdevWeXl5hBCJRIKFTj6fHxcXh9mWNWvWAEBISAh+pVevXvBuzWfLli0AsGvXLkJIVFQUAISFhdXTEz8/PwDYv38/qdE7AFi/fj1uLSoqwuwnowvKerd3714AmDVrFn7E0q2fnx/bBvVOQ0MjPj6+tLQU46mgoCAAQCe3sLAQsw0of/v27WO+iz+Qk5MTfsS7euPGjYxBdnY2h8MZNWpUrSd4586d2Lphjz8b1LsWLVowJ/7333/zeDwjIyNMd1ZVVYlEIoFA8M8//6CBVCpFQT906BAhBP24BQsW4Fa86rhcrqGhIZM48/LyEggEyhkYBPWOECIWixVC2gkTJujp6VVWVrL17smTJ1wuV+HCc3FxEQgEeCVbW1sDwJUrV2o9nAJsvcvNzeXxeObm5kxXy8vLHR0dmefQ27dvhUKhlZUVo483btzgcDj29vb40dfXV01NLT09nRmrtm3bqqmp5ebmktr07vjx41CTnTQwMMCgTVNTUyF3/JXpHSEEH6HMHZuYmAgAx48fV9C7wsJCDQ0NKysrZicbNmxghhtzt7WmdZVR0Ls///wzNDT02bNnbJt+/foBAJarMJQIDg5m53cvXryI6f+SkhIej2dra4uXFJKUlMR4bQ0H9S46OpppmTt3LvsxSAj5999/AcDb2xs/YlCAyov06tVLKBS+efOG1Ny0jHjVCrohkZGRpEbvFIYRY0l/f3/8qKx3Li4uwEohVVdXm5iY8Hg8dnkE9S44OJj9RdS75cuXsxsjIyMXLFjADDUhRCKRaGhoWFpa4ke8qx0dHRkD9OD++uuvek7zQ8GhYz9fCSEdO3YEAPyhMfE/Z84ctsHdu3cBABVHKpUKhcKuXbviJrTHLM3t27cJIeXl5ZqamsxPqQyjd0ePHgVWlbaqqqpFixbff/89IYStd4QQNzc3AGD8oCdPnnA4HLFYjB/Rq2pIDETe1buMjIyFCxeeOnWKbbB27VqoydW+efNGXV3dxsaGXXlj3wX9+vXjcDgYRiAZGRmpqamYnlPWO/xN7ezscA9yuTwmJkYoFAoEgszMTMbsa8rfIcwjET/u379fT0/P09NTwUxPT2/IkCH//vsvpsYBYM+ePdra2kOGDMGtACCRSD6iA4MGDVq9erWpqWlZWVlSUtL69evHjx9/+/ZtAKioqAAANzc3Q0PDTZs2iUSi0NDQxMREgUDQp0+fli1bAoC2traXl9edO3csLCwCAgL2799fWlrq5OSEz9KPoEOHDszfGGwy00cAwNjYGAAwzwUAw4cPFwqF6GEBwKNHj/75559hw4ZhWgdDsLKysnoOh+meFi1aMC3u7u5sg169enE4HLyTlXn06NGFCxe6dOliampaXFxcXFxcVlbm5+dXXV2Nfhkb9okwoIgwhISELF68mMPh5OXlnT59eunSpUFBQdXV1fhbAEDr1q1dXV2vXLmSlZWFLdHR0WZmZnirNy62trbsjxhc42V2584dACgvL9/FIjk5uUWLFvfu3QMADQ0NDw+P1NRUTHKdOXPGyMgIny7nz5/HfysqKvACrp8BAwZoaWkx98iZM2cKCwvFYrGyJXoPzPWwd+9eQsiYMWPwI2ZIPuI2sba2/u233wYMGFBdXX3nzp3o6OjQ0NBt27ZBzT0iFAq9vb0zMjIsLCxGjRoVGxtbUlLCvgvwedmjRw83N7fIyMjHjx9bW1vb2dnVlZ4LCwtLT0+/cOEC7oHD4fj7+//8889SqXT9+vUf2v8PpnHlk+3fvX37Vl9fH0Na/Pu7774jhCj4d4SQ+Ph4qIkrMzMzAQAfcYSQkpISLperq6uLKSRlpFJpPfPvNm/e3LFjR0zbcTgca2tr1DLG/c7VxepkAAAMDklEQVTKyvLy8kL5AAB9ff3p06czlSOpVDpt2jR9fX3cyufzBw4cmJWV9aHDgv7dy5cvmRYMTjds2MC0lJaWAkD//v2ZFvSSMEjBHMr58+dxE8az7FBdGUwq/f3336TGv8NcDxtDQ8MWLVrg3wr+3cKFC+u6ZszNzZmfA/07hUQV9jw1NZXdWFJSMmfOHCMjI2Ywe/TowePxWrZsydjg/bxo0SJS49rPnTu3rhOMiopqUzdsj4MN+neXLl1iN+Ks9adPn5KaNGVdvHjxghCChQjMFbRs2dLf37+ysrJZs2Y4xSw4OJjL5dbjbTH+HSFk9OjRTEg7evRoExMTDKsV/DvMpVpYWKCD3KFDB1NTU+ZXQE88MTGxriOyE6AK+bukpCR3d3fmFjA2NsaHwZIlS9BAKpWGhISgCwkA6urqAwYMYGdaduzYwXYCunTpcuzYMdxUa31WmbS0NADo06cP0/L1+Xc8Hm/o0KFYpT179uzr16/ZlVk27u7uZmZm+/fvl8lkeMUzDy5tbW1HR8fi4uIrV67U+t0tW7bo6OhgYUGBJUuWTJw4USKRzJs3Ly4u7vXr1xkZGZg4IzVFRktLy5MnTxYUFMTExAwdOlQikURFRTHZdw0NjaioqJcvX54/f37KlCl6enqnTp3q2rUratNHDMgH2eNaCKyi7t27t02bNs7OzrgJb4YLFy5UVlbW+t1Hjx7dv39fV1cXk3RIeXk520YulxcXF2PhQgG5XL57924ejzdnzpy57yISiXJzcxWWYXC5tVxI7On7crl88ODBERERIpEoIiIiKSmptLQ0KSlJTU2NsAq+Q4cO1dbWZk4ZWFeCMhoaGrp186GjzYAhxcGDB7NrA297Ly8vLpebkJBw9+7dFy9e9OvXj8/n9+nT5+LFizKZLC4uzsnJydDQsCGHwyrt4cOHpVLp8ePHR4wYUetgampqjhw5Mjs7+8qVK9evX8/MzBw9ejQzwlivYLK0Cjx+/FhPT8/R0ZE9MwG5du2am5vbxYsXx40bFx0dnZWVlZeXh0ukmN9FQ0MjMjIyLy8vMTFx6tSp+vr68fHxDg4OzCqIcePGZWRkZGRkLFmy5JtvvklLS/P19WVXqxUg75b48ewAAD2hpqVx5ZPt35GaDNGyZcvGjRvHlPmU/TtCyLx58wDgwoULnTp1UtiEXu7AgQOVDyeVSvFZdPLkSaLk3xkbGyskmwghIpEIAK5du0YIuX379vbt21+/fs1szc3NFQqFfD7/zZs3L168OHDgANtNkMlkWEZgHl8NBP079oEa4t/J5XILCwszMzNclLJw4UL2PlH7mIewAlisYNJqeCdMnDiRbYOBG1PkZft3OHe61jHHlUBYTSI1/p3CgKB/l5aWxrTgKXTt2pWZAk0Iyc7OBgBdXV32dydMmAAAt2/fbtmyZbdu3Wo9u0/hvf7dypUrASAqKoptIJPJdu3aFR8fz+Qfe/XqZW5ujqkunGi5atUqANi8eTMArFy5sp4+sP07rOw5Ojr+8ccfwKo5KPh3pMbhDQsLw5uFvQkLcTo6OgrVbSQsLIz967P9u++//x4Atm/frmyPBZm8vLwDBw6kpKSwhwKvvcOHD1dWVsbFxSl498uWLQOA8ePHk9r8Ozc3N3V19atXr7K/cuTIEXg3nf311SsIIdXV1UZGRl26dNHT05s2bRrTqKx3GMZ6eXmBUi65qqrKysoKf2kmdCWESCSSgIAAALC3t8e7iK13lZWVampqCksCjhw5gg9P9PwxZPvxxx8Zgzdv3hgYGBgYGFRXV+Pl1aVLF3aKHXXk8uXLHzQsH6d3pCaMxWFRWJ+XkZEhEAj4fH5ERARbRCQSCeaSTE1NmSOi3uno6LB3goHb8ePH8SNb77CWysw5YFNcXKypqcnhcLDm00C9ww6wAxZCyKRJkwBAoUiCw46nzB6fxuK9evfgwQMNDY2WLVuytQO1rHfv3kwLTnyzsbFh6i0YlGHAXutiSga23hFCxo4dy+Fw+vbt27ZtW6ZRWe8IIR06dLC0tLSxsWGqJQzTp08HAEdHR4UC3Y4dOzgcjlAoZCoMbL3Do7CnWD158sTc3BwAQkNDCSHXrl0DAFtbW/ZdgAHQpUuXqqur0atgr1fDYB8ntyvr3axZswDA19eXaamsrPz2228VbquvUu8IIZMnT0ZHkjmZWvWOEIJT4TgcjvKyBHzaA4BQKPTx8VmxYsX06dNxobW5uTnzAyv4d6gyAwYMOHTo0PHjx8PCwvh8PpYFTpw4QQjJzs7W09MTCARBQUH79u2LjIzEUcackVwuR2+uX79+UVFR0dHROK1MQQEbwkfrHU7IANakDTbx8fG4QLJjx47BwcERERFBQUE4LK1bt2Z7pig3urq6rVu3joyMPHz4MGbT2Rcio3evXr3i8/laWlrMDCwFcFry7NmzSYP1rqCgAHPqoaGhCQkJu3bt8vPz4/P5GDyyFxIRQrCww+fz2SPWWLxX70jNvMvWrVtv2LDhyJEjEyZMEAgEAoGAPafv/v37eGFPmDABW+RyOV5dnTp1qr8PCnqH+WuFR2+teoeuEwCsW7dOYZ9lZWX9+/cHAC6X27179/Dw8Pnz5+M9xeVymacaeVfvcHF0+/bt169ff+7cuWXLlllYWOBZMDl0XOnh6uq6du3avXv3jh07lsvl2tra4lN2+fLlACASiRYuXHjkyJFZs2YZGRk1b94cU+TKeldYWNi2bVsOh+Pm5rZz586dO3diionxh5CvVe8uXLgAAOwHV116hxLg7Oxc655zcnKmTJmCq4iRZs2azZgxg50VVtC73NxcnH2CWFtbx8XFYaTGTHO7evUqO8NlYGDALLshhBQUFAQEBDBZEsyhfMRv8NF6R2pS0cqlBuThw4c//PADe+WJoaHh7NmzFeIa1Lt169Yxp6Ourj558mS20DB6hzEaO7hQAKuQBgYGUqm0gXqH38IFvwCgpqbm4eGRmZkZGhoKAHFxcWxLvKsVJvo1Fg3RO0IIloaZUXVwcFCuBmDYgVULBAOO+fPn198HBb3Dap7CiNWqd8+ePVNTU+Pz+bXGrVVVVf/73/+YQUal8/T0vHHjBtuMrXcymWzmzJk4Gw6fiEuWLCkrK2vevLmFhQXav379OjAwkLkLBALB8OHD2QWQZcuW4XMLj2hnZ4fzckgd9Yrs7GwfHx+mk0ZGRsqO/Nehd58CusFYaK+L6urqnJycq1evZmdns4O4enj+/HlycnKt1wdDXl5eSkoKs6xCgdLS0tu3b6enp9dVI25SPDw8mjdvXusCA4aqqqqsrKwrV648fvz4vZ0sLS1VWJuNWFlZ8fn8T+1uvVRXVz98+PDGjRt1eY4IBo/x8fFN2pmGkJeXl5yc3MB5bZ+Bly9fqqursxdy1EpBQcGNGzfu3LlT/xpVhtLS0tTUVIU1Tso26enp6enpzPR7NlVVVQ8fPkxJSWG/lYfUW58tLS29ceMG+xnD5j+ud3K5vFu3biYmJuwMHSUzM5PD4UyZMqWpDySTyTQ0NIyMjJr6QO/l7du3IpHIysrqQ5MGqgBO1mUWfvz/TwPnoyjTRHrXyO/7/AjOnz9/9erVS5cuJScnL1++nJkHpOJERUUVFhbu2bOHz+djKrrpSEhIuH79emVlJXtG9Ofn5MmTaWlpZ86cefDgwdatW9nvK1Vx8vLytmzZkp+fv3nzZicnp549e37pHn0Yubm5mzZtat68ufILKZTZvXt3RUUF5qYan8aVz49g9+7d2JMhQ4Y0MERVBXAhipqaWv0B/qfz9u1bZg1jQkJCkx6rflavXo1XQj2pQ9WkqKgIR8bc3BzXpX4tsN82ZG5u3pCvsOctNrp/xyFKc/8+MxKJ5PLly61atfrodVr/SXJycu7du9etWzf2grCmQCaTpaSkFBYW2tvbm5iYNOmx6qekpOTq1avt27fHxXYUNteuXauqqnJ0dPzoedRfBELIy5cv8W81NbWGzMEuKChgXu9mbGzcuG7+l9c7CoVC+TzQ/5+MQqGoClTvKBSKqkD1jkKhqApU7ygUiqpA9Y5CoagKVO8oFIqqQPWOQqGoClTvKBSKqkD1jkKhqApU7ygUiqpA9Y5CoagKVO8oFIqq8P8AbPzc0cmlEgoAAAAASUVORK5CYII=)

#include <iostream>

class MyClass

{

public:

MyClass() { std::cout << "default constructor" << std::endl; }

};

int main(int argc, char\*\* argv)

{

MyClass\* myObjArray = new MyClass[5];

}

With the following output:

default constructor

default constructor

default constructor

default constructor

default constructor

 When a derived class constructor does not explicitly call the base class constructor in its initializer list, the default constructor for the base class is called.

 When a class constructor does not explicitly call the constructor of one of its object-valued fields in its initializer list, the default constructor for the field's class is called. Visit [Default constructor of a field variable of a class](http://www.bogotobogo.com/cplusplus/class.php#default_constructor_fields).

In the standard library, certain containers "fill in" values using the default constructor when the value is not given explicitly, e.g. **vector<MyClass>(5);** initializes the vector with 5 elements, which are filled with the default-constructed value of our type.

The compiler will implicitly define a default constructor if no constructors are explicitly defined for a class. This implicitly-declared default constructor is equivalent to a default constructor defined with a blank body:

class MyClass{};

If some constructors are defined, but they are all non-default, the compiler will NOT implicitly define a default constructor. Hence, a default constructor may not exist for a class. In the following example, because a constructor of type other than default is defined the compiler does not define a default constructor and hence we will get an error when we try to create **objectB**.

class MyClass

{

private:

int n;

public:

MyClass(int m); // A Constructor

};

MyClass :: MyClass(int m)

{

n = m;

}

int main()

{

MyClass objectA(5); // Constructor Called

MyClass objectB; // Error: no appropriate default constructor available

return 0;

}

Constructor - another example

Most of the class we write will have one or more constructors, a destructor and a copy assignment operator.

The process of creating objects in C++ is not a trivial task. Whenever an instance of a class is created the constructor method is called. The constructor has the same name as the class and it doesn't return any type.

Constructor is used to **initialize** an object after allocated by the **new**. We can write several constructors with different arguments. The default constructor is the constructor defined with no argument or with arguments with defaults values. If we do not explicitly define a constructor, the compiler will automatically generate a default constructor for us.

#include <iostream>

class MyString

{

public:

//constructor with no arguments

MyString():str\_(NULL), size\_(0) {}

//constructor with one argument

MyString(int sz):str\_(NULL), size\_(sz)

{

str\_ = new char[sz];

}

//destructor

~MyString()

{

delete [] str\_;

};

private:

char \*str\_;

int size\_;

};

Following example looks a little bit complicated but after we briefly study what the C++ compiler does for us, we'll be back to this example again.

//stringbuilder.h

#include <iostream>

class StringBuilder

{

private:

static int counter;

char \*str;

public:

StringBuilder();

StringBuilder(const char \*);

~StringBuilder();

const char \*getString();

};

//stringbuilder.cpp

#include <cstring>

#include "stringbuilder.h"

int StringBuilder::counter = 0;

StringBuilder::StringBuilder()

{

const char \*defaultStr = "Default String";

int len = std::strlen(defaultStr);

str = new char[len + 1];

std::strcpy(str,"Default String");

counter++;

std::cout <<"Default Constructor counter=" << counter << std::endl;

}

StringBuilder::StringBuilder(const char \*s)

{

int len = std::strlen(s);

str = new char[len + 1];

std::strcpy(str,s);

counter++;

std::cout <<"Constructor counter=" << counter << std::endl;

}

StringBuilder::~StringBuilder()

{

counter--;

std::cout <<"Destructor counter=" << counter << std::endl;

delete [] str;

}

const char\* StringBuilder::getString()

{

return str;

}

//driver.cpp

#include <iostream>

#include "stringbuilder.h"

int main()

{

StringBuilder myStringA; //default constructor

StringBuilder myStringB("StringB"); //constructor taking const char \*

StringBuilder \*myStringC = new StringBuilder("StringC");

//StringBuilder myStringD = myStringC; //copy constructor

std::cout << "myStringA.str = " << myStringA.getString() << std::endl;

std::cout << "myStringB.str = " << myStringB.getString() << std::endl;

std::cout << "myStringC->str = " << myStringC->getString() << std::endl;

//std::cout << "myStringD.str = " << myStringD.getString() << std::endl;

delete myStringC;

return 0;

}

The output should look like this:

Default Constructor counter=1

Constructor counter=2

Constructor counter=3

myStringA.str = Default String

myStringB.str = StringB

myStringC->str = StringC

Destructor counter=2

Destructor counter=1

Destructor counter=0

Constructor and destructor are each called 3 times as we expected.

Note that we have a pair of **new[]** and **delete[]** in the two constructors and in the destructor.

int len = std::strlen(defaultStr);

str = new char[len + 1];

....

delete [] str;

We use **new** to allocate space to hold the string, and then we assign the address of the new memory to the **str** member. Here, the **strlen()** returns the length of a string not including the null. So we add one to the length.

Also note that the string is not stored in the object. The string is stored separately and the object just stores the address pointing where to locate the string.

The **delete[]** is necessary. When **StringBuilder** object expires, the **str** pointer expires. But the memory allocated with **new[]** to which **str** pointed remains allocated unless we use **delete[]**to free it. Deleting an object frees the memory for the object itself, but it does not free memory pointed to by pointers that were object members. Because of it, we should use the destructor. By placing the **delete[]** in the destructor, we ensure the memory that a constructor allocates with **new[]** is freed when the object goes away.

The compiler runs a constructor whenever an object of the type created:

StringBuilder myStringA;

StringBuilder myStringB("StringB");

StringBuilder \*myStringC = new StringBuilder("StringC");

In the 2nd and 3rd cases, the constructor which takes a **const char \*** are run to initialize the variable **str**. In the 3rd case, a new **StringBuilder** object is allocated dynamically. If everything goes well, all objects are initialized by running constructors. The first case, it is using default constructor.

Constructor - Limitations

C++ constructors have the following limitations:

1. **No return type**  
   A constructor cannot return a result, which means that we cannot signal an error during object initialization. The only way of doing it is to throw an exception from a constructor.
2. **Naming**  
   A constructor should have the same name as the class, which means we cannot have two constructors that both take a single argument.
3. **Compile time bound**  
   At the time when we create an object, we must specify the name of a concrete class which is known at compile time. There is no way of dynamic binding constructors at run time.
4. **There is no virtual constructor**, see [virtual constructor](http://www.bogotobogo.com/cplusplus/virtualfunctions.php#VirtualConstructor) for more detail.

To circumvent the above limitations of constructor, we can use [Design Patterns - Factory Method](http://www.bogotobogo.com/DesignPatterns/factorymethod.php)

Destructor

A class needs a destructor if it acquires resources such as memory that we get from the free store using **new**, files, locks, thread handles, and sockets.

The destructor is called in response to a **delete** call in order to release any resources that the object is holding. There can be only one destructor for a class. If we do not specify a destructor, our C++ compiler will generate one automatically. The compiler will also generate code to automatically call the destructor for all of our member variables, in the reverse order they appear in the class declaration.

One sign that a class needs a destructor is simply that the class has members that are pointers or references. If a class has a pointer or a reference member, it often needs a destructor and copy operations. A class that needs a destructor almost always a copy constructor and a copy assignment. The reason is simply that if an object has acquired a resource, the default meaning of copy which is shallow copy or member wise copy is almost certainly wrong.

Copy Constructor

A copy constructor is a special constructor that creates a new object from an existing object. In other words, a copy constructor is a constructor for a **class/struct** which is used to make a copy of an existing instance.

The following cases invoke copy constructor;

1. When an object is create from another object during initialization (Class a = b)
2. When an object is created from another object as a parameter to a constructor (Class a(b))
3. When an object is passed by value as an argument to a function (function(Class a))
4. When an object is return from a function (Class a; ... return a;)
5. When an exception is thrown using this object type (Class a; ... throw a;)

The copy constructor should have one of the following forms:

1. MyClass(const MyClass&);
2. MyClass(MyClass& );
3. MyClass(volatile MyClass&);
4. MyClass(volatile const MyClass&);

The following constructors, however, are not copy constructors even though they could do the same thing as a copy constructor.

1. MyClass(MyClass\*);
2. MyClass(const MyClass\*);

The following is not a copy constructed and ill-formed:

1. MyClass(MyClass)

We may not want to write a copy constructor if bit-wise copy works for the class. If we defined our own copy constructor, it probably because we needed a deep copy or some special resource management, in which case, we will need to release these resources at the end, which means we probably need to define a destructor and we may also want to think of overloading the assignment operator.

If we do not define a copy constructor, the compiler will generate one for us that performs a **shallow copy** (copies only a pointer so that the two pointers refer to the same object) of the existing object's member variables. In other words, the copy constructor that compiler provides does a member-wise copy of the source object. So, if copy constructor is not given for the following class:

class MyClass

{

int i;

char c;

string s;

};

what the compiler does for us is:

MyClass::MyClass(const MyClass& myClass):i(myClass.i), c(myClass.c), s(myClass.s){}

The copy constructor that our compiler provides is sufficient in many cases. However, there are cases where the member-wise copy constructor is not good enough. For example, if our object allocates any resources, we most likely need a copy constructor so that we can perform a **deep copy** (copies what a pointer points to so that the two pointers now refer to distinct objects).

// shallow copy

int \*p = new int(99);

int \*q = p; // copy the pointer p

\*p = 100; // change the value of the int pointerd to by p

// deep copy

int \*p = new int(99);

int \*q = new int(\*p); // allocate a new int before copying the value pointed to by p

\*p = 100; // change the value of the int pointed to by p

When our object contains raw pointer, then we need to do a **deep** copy of the pointer. In other words, we do not want to copy the pointer itself. Instead, we want to copy what the pointer points to. Why do we need to **deep** copy? That's because the instance owns the pointer, and the instance is responsible for calling delete on the pointer, probably via destructor. If our object does **delete** on the pointer to an object which has been deleted, it may cause heap corruption.

[Shallow copy vs Deep copy](http://www.bogotobogo.com/cplusplus/pointers.php#shallow_copy_vs_deep_copy)
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Temporary object - copy constructor or return a reference?

Here is another example of effects of copy constructor that compiler provides:

#include <iostream>

using namespace std;

class Foo

{

char \*buf;

public:

Foo(char const \*b = "default") {

cout << "Constructor Foo()\n";

buf = new char[std::strlen(b)+1];

std::strcpy(buf,b);

}

~Foo() {

cout << "Destructor ~Foo()\n";

delete[] buf;

}

};

Foo Func(Foo f) {

return f;

}

int main()

{

Foo f;

cout << "call Func()\n";

Func(f);

return 0;

}

If we run the code, specifically when the **Func()** is called, the program may crash or have unexpected result. Why?  
Let's look at the output from the run:

Constructor Foo()

call Func()

Destructor ~Foo()

Destructor ~Foo()

We call destructor, which does **delete[]**. The problem is that it is trying to delete a pointer we haven't allocated. When default copy constructor is called (First when **Func(Foo f)** is called and then when it returns f), it does not allocate anything. If we add the following lines of code in the class, we can see the copy constructor is called.

Foo(const Foo &, char const \*b = "default") {

cout << "Copy constructor\n";

}

The output:

Constructor Foo()

call Func()

Copy constructor

Copy constructor

Destructor ~Foo()

....crash

So, the undesirable behavior.

How to fix it?

We have two choices:

1. Add copy constructor that does memory allocation.  
   By adding following line for copy constructor:
2. Foo(const Foo &, char const \*b = "default") {
3. buf = new char[std::strlen(b)+1];
4. cout << "Copy constructor\n";
5. }

Then, we get new output with matching constructor/destructor called:

Constructor Foo()

call Func()

Copy constructor

Copy constructor

Destructor ~Foo()

Destructor ~Foo()

Destructor ~Foo()

This code is not desirable.

1. Return reference to the object instead of object itself.
2. Foo& Func(Foo &f;) {
3. return f;
4. }

And just one call for construtor and destructor.

Constructor Foo()

call Func()

Destructor ~Foo()

This should be our choice.

**Summary**  
The copy constructor gets called in the following cases:

1. An object is passed to a method by value or returned by value.
2. An object is initialized using the syntax, **MyClass a = b**.
3. An object is placed in a braced-enclosed initializer list.
4. An object is thrown or caught in an exception.

The are cases when we do not want to create copies of an object. We can prevent it by doing:

1. Declare a copy constructor and assignment operator. We don't have to provide implementation, and this prevent the compiler from generating its own default versions (see [Class - copyable or not](http://www.bogotobogo.com/DesignPatterns/introduction.php#class_copyable_or_not))
2. Make the copy constructor and assignment operator private.
3. Use boost and inherit from **boost::noncopyable**.
4. We can disable the default constructor and assignment operator with C++0x.

Move Constructor

Visit [move constructor of C++11](http://www.bogotobogo.com/cplusplus/cplusplus11.php#move_semantics)

. 

Assignment Operator

The assignment operator is used to assign the value of one object to another object, **a=b**. It differs from the copy constructor in that **the object being assigned to already exists**.   
Some guidelines for implementing the assignment operator are:

1. Use a **const reference** for the right-hand operand.
2. Return **\*this** as a reference to allow operator chaining.
3. Destroy any existing state before setting the new state.
4. Check for self-assignment (**a = a**) by comparing **this** to **&rhs;**.

Here is a sample code:

#include <string>

class Array

{

public:

Array(); // default constructor

explicit Array(int size); // non-default constructor

~Array(); // destructor

Array(const Array& input\_array); // copy constructor

Array& operator=(const Array& input\_array); // assignment operator

private:

int mSize;

std::string \*mArray;

};

#include <iostream>

#include <algorithm>

// default constructor

Array::Array():mSize(0), mArray(NULL) {}

// non-default constructor

Array::Array(int size):mSize(size), mArray(new std::string[size]) {}

// destructor

Array::~Array()

{

delete[] mArray;

}

// copy constructor

Array::Array(const Array& input\_array):

mSize(input\_array.mSize),

mArray(new std::string[input\_array.mSize])

{

std::copy(input\_array.mArray, input\_array.mArray + mSize, mArray);

}

// assignment operator

Array& Array::operator=(const Array& input\_array)

{

if(this != &input;\_array) // self assignment ?

{

delete[] mArray; // delete current array first

mSize = input\_array.mSize;

mArray = new std::string[input\_array.mSize];

std::copy(input\_array.mArray, input\_array.mArray + mSize, mArray);

}

return \*this;

}

Here are the cases when the methods will be called:

Array a; // default constructor

Array a(10); // non-default constructor

Array b(a); // copy constructor

Array c = a; // copy constructor because **c** does not exist yet.

b = c; // assignment operator

The following code demonstrates the **A c = a** is calling **copy constructor** not the **assignment operator** because **c** does not exist yet:

#include <iostream>

using namespace std;

class A

{

int x;

public:

explicit A(int xx):x(xx){}

A(const A& a) { x = a.x; x++;}

A& operator=(const A& a) { x = a.x; x--; return \*this;}

};

int main()

{

A a(4);

A c = a;

return 0;

}

So, the value of **c.x** is not **3** but **5** because it calls copy constructor. The copy constructor does **x++**.

Constructor Initialization

Which constructor in the following code should we use?   
(1) or (2)

class A

{

public:

A() {std::memset(buf,0,sizeof(buf));}

protected:

char buf[255];

};

class B

{

public:

B(const A& arg): a(arg) {} // (1)

B(const A& arg) { a = arg;} // (2)

protected:

A a;

};

int main()

{

A a;

B B(a);

return 0;

}

A constructor is similar to a function. It has a name, a parameter list, and a function body. As we can see in the example below, the meaning of an initializer is up to the constructor:

string s("my string"); // initialize s to the character string "my string"

vector<int> v(100); // make v a vector of 100 integers

The standard **string**'s constructor uses a character string as an initial value, while the **vector**'s constructor uses an integer as the initial number of elements.

However, unlike a function, a constructor may also have a constructor **initializer list**.

#include <iostream>

#include <string>

using namespace std;

class Student

{

public:

enum {Freshman = 1, Sophomore, Junior, Senior};

Student(){}

Student(const string &fn;, const string &ln;, int i, int y = Freshman)

:first\_name(fn), last\_name(ln), id(i), year(y)

{

cout << "Name: " << first\_name << " " << last\_name << endl;

cout << "id : " << id << endl;

cout << "year : " << year << endl;

}

private:

const string first\_name;

const string last\_name;

int id;

int year;

};

int main()

{

Student s1("John","Doe", 12345, Student::Junior);

return 0;

}

The constructor initializer starts with a colon. It is followed by a comma-separated list of data members each of which is followed by an initializer inside parentheses:

Student(const string &fn;, const string &ln;, int i, int y = Freshman)

: first\_name(fn), last\_name(ln), id(i), year(y)

The constructor initializes the **first\_name** to the value of its **fn** parameter, **last\_name** to the value of its **ln**, and so on. As with any member function, constructors can be defined inside or outside of the class. The constructor initializer is specified only on the constructor definition, not its declaration.

One of the primary reasons constructor initializers are hard to understand is that it is usually legal to omit the initializer list and **assign** values to the data members inside the constructor body. So, we can re-write the code as following:

Student(const string &fn;, const string &ln;, int i, int y = Freshman) {

first\_name = fn;

last\_name = ln;

id = i;

year = y;

}

This constructor in the new code assigns the members of class Student. It does not explicitly initialize them. Whether there is an explicit initializer or not, the **first\_name** and **last\_name**members are initialized even before the constructor is executed. This constructor implicitly uses the default **string** constructor to initialize the **first\_name** and **last\_name** members. When the body of the constructor is executed, the **first\_name** and **last\_name** members already have values. Those values are overwritten by the assignment inside the constructor body.

Execution of constructor is done in two phases:

1. The initialization phase
2. Body execution phase which consists of all the statements within the body of constructor. Note that data members of class type are **always** initialized in the initialization phase, regardless of whether the member is initialized explicitly in the constructor initializer list. Initialization happens **before** any the statement execution of the constructor body.

The members that are not initialize by the explicit initializer of the constructor are initialized using the rules for initializing variables. In other words, data members of class type are initialized by running the type's default constructor. The initial value of members of built-in or compound type depend on the scope of the object: Members of local scope are uninitialized, and members of global scope are initialized to 0.

The end results of the two are the same. The difference is that the version that uses the constructor initializer **initializes** values to the data members. The version that does not define a constructor initializer **assigns** values to the data members in the body of the constructor. How significant is this distinction? It depends on the type of the data member.

If an initializer is not provided for a class member, then the compiler implicitly uses the default constructor for the member's type. However, if that class does not have a default constructor, then the attempt by the compiler to use it will fail. In such cases, an initializer must be provided in order to initialize the data member.

Some members **must** be initialized in the constructor initializer. For such members, assigning to them in the constructor body doesn't work. In other words, members of a class type that do not have a default constructor and members that are **const** or **reference** types **must** be initialized in the constructor initializer.

Let's run the following example:

#include <iostream>

#include <string>

using namespace std;

class Student

{

public:

Student(int id)

{

studentId = id;

ss = id;

rStudentId = studentId;

}

private:

int studentId;

const int ss;

int &rStudentId;

};

int main()

{

Student s1(12345);

return 0;

}

Then, we'll get the errors like this:

'Student::ss' : must be initialized in constructor base/member initializer list

'Student::rStudentId' : must be initialized in constructor base/member initializer list

l-value specifies const object

By the time the constructor body begins executing, initialization is complete. So, the only time we can initialize **const** or **reference** data members is to use the constructor initializer:

Student(int id) : studentId(id), ss(id), rStudentId(studentId) {}

For most of the cases, the difference between initialization and assignment is a matter of efficiency. In other words, a data member is initialized and assigned when it could have been initialized directly. The more important than the issue of efficiency is that some members of a class must be initialized.

Remember that we must use an initializer for any **const** or **reference** member.

Output is

Parent default constructor.

Daughter default constructor.

Overloaded Parent constructor.

Overloaded Son constructor.

The default constructor has no arguments. But a class may have overloaded constructors. If we want to call an overloaded constructor of the base class when a new object of a derived class is created, we can create a matching overloaded constructor in the derived class. It has the same number and type of arguments.

As shown in the above example, the overloaded Son class constructor passes the integer argument to the overloaded base class constructor.

Overriding Base Method

A method can be declared in a derived class to override a matching method in the base class if both have the same signature. This hides the base class method as it becomes inaccessible unless it is called explicitly, using the **:: scope resolution** operator.

In a derived class, if we include a method definition that has the same name and exactly the same number and types of parameters as a method already defined in the base class, this new definition replaces the old definition of the method.

A subclass inherits methods from a superclass. Sometimes, it is necessary for the subclass to modify the methods defined in the superclass. This is referred to as method overriding. The following example demonstrates method overriding.

#include <string>

#include <iostream>

using namespace std;

class Duck

{

public :

void speak() { cout << "Duck Quack" << endl ; }

void speak( string msg ) { cout << "....." << msg << endl ; }

} ;

class ToyDuck : public Duck

{

public :

void speak( string msg ) { cout << msg << endl ; }

} ;

int main()

{

Duck duck ;

ToyDuck toyduck ;

duck.speak() ;

duck.speak( "Another Duck Quack" ) ;

toyduck.speak( "Squeak" ) ;

toyduck.Duck::speak( "ToyDuck using Duck Quack" ) ;

return 0 ;

}

Output is

Duck Quack

.....Another Duck Quack

Squeak

.....ToyDuck using Duck Quack

However, overriding base class methods must be used carefully to avoid unintentionally hiding overloaded methods. A single overriding method in a derived class will hide all overloaded methods of that name in the base clase!  
The overriding method declared in the derived class hides both overrided methods in the base class. If we call **toyduck.speak()**

toyduck.speak();

the compiler will complain there is no matching method for that call.

ToyDuck::speak' : function does not take 0 arguments

**Note**   
**Overloading**: two or more methods with the **same name** but **different signatures** in the same scope. These two methods may exist in the same class or anoter one in base class and another in derived class.

How does C++ deal with constructors and destructors of a class and its child (derived) class?

**Constructor**

1. The base class object is constructed first. This means the base class object should be constructed first before the program enters the body of the child class constructor. We use the **member initializer list** to accomplish this. But if we omit calling a base class constructor, the program uses the default base class constructor. **A child class constructor always calls a base class constructor**.
2. The child class should pass base class information via base class constructor.
3. The child class constructor should initialize its member.
4. A child class doesn't inherit the base class constructor.

**Destructor**

1. If we create automatic storage class object, its destructor is called automatically called when the program exits.
2. If the object is created by using **new**, it resides in heap memory (free store), its destructor is called automatically when we use **delete** to free the memory.
3. If we create a static storage class object, its destructor is called automatically when the program exits.
4. If we create temporary objects, the destructors for the objects are called when we finished using them.
5. When we delete a child object, the destructor for the child is called and then the destructor for the base is called.
6. A base class destructor should be **virtual** unless the class isn't to be used as a base class. That way, when we delete a child class via base class pointer (or reference) to the object, the program uses the child class destructor followed by the base class destructor rather than using only the base class destructor. More on [Virtual Functions](http://www.bogotobogo.com/cplusplus/virtualfunctions.php).
7. A child class doesn't inherit the base class destructor.
8. When a program deletes an object, it first calls the child class destructor and then the base class destructor.

#include <iostream>

using namespace std;

class Checking

{

public:

Checking(int bal = 0, int i = 100) {

cout << "Checking constructor" << endl;

balance = bal;

id = i;

}

~Checking() {

cout << "Checking destructor" << endl;

}

int getBalance() {

return balance;

}

int getId() {

return id;

}

private:

int balance;

int id;

};

class InterestChecking : public Checking

{

public:

InterestChecking(float r, int b, int i) : Checking(b, i) {

cout << "InterestChecking constructor A" << endl;

rate = r;

}

// copy constructor for the base class will be called

InterestChecking(float r, const Checking &chk;) : Checking(chk) {

cout << "InterestChecking constructor B" << endl;

rate = r;

}

// An alternative version

/\*

IntersetChecking(const Checking &chk;, float r) : Checking(chk), rate(r) {

}

\*/

~InterestChecking() {

cout << "InterestChecking destructor" << endl;

}

float getRate() {

return rate;

}

private:

float rate;

};

int main()

{

cout << "Normal Checking..." << endl;

Checking \*c1 = new Checking(1000, 101);

delete c1;

cout << endl;

cout << "Interest Checking..." << endl;

InterestChecking \*c2 = new InterestChecking(5.9, 5000, 102);

delete c2;

cout << endl;

cout << "Interest Checking using Checking pointer..." << endl;

Checking \*c3;

c3 = new InterestChecking(8.9, 25000, 103);

delete c3;

return 0;

}

The output clearly shows that the base constructor is called first when we make a child object and the child destructor is called first when we delete a child object.

Normal Checking...

Checking constructor

Checking destructor

Interest Checking...

Checking constructor

InterestChecking constructor A

InterestChecking destructor

Checking destructor

Interest Checking using Checking pointer...

Checking constructor

InterestChecking constructor A

Checking destructor

The last output, however, does not call the child class destructor. It only calls the base class constructor. That's because we're using a pointer to the base class.

If we had used **virtual destructor**,

virtual ~Checking() {

cout << "Checking destructor" << endl;

}

the child class destructor would have been called:

Normal Checking...

Checking constructor

Checking destructor

Interest Checking...

Checking constructor

InterestChecking constructor A

InterestChecking destructor

Checking destructor

Interest Checking using Checking pointer...

Checking constructor

InterestChecking constructor A

InterestChecking destructor

Checking destructor

More on [Virtual Functions](http://www.bogotobogo.com/cplusplus/virtualfunctions.php)

Order of Calls - Constructor, Destructor, Local, Global, Static, Which Order?

Constructors and destructors are called implicitly by the compiler. The order of these function calls depends on the order in which execution enters and leaves the scopes where the objects are created. In general, destructor calls are in the reverse order of the corresponding constructor calls. As we see from the following example, the storage classes of objects can alter the order of destructor calls.

In this example shows the order in which constructors and destructors are called for objects of class **ToBeOrNotToBe** of various storage classes in several scopes.

#include <iostream>

#include <string>

using namespace std;

class ToBeOrNotToBe

{

public:

ToBeOrNotToBe(int i, string s) : id(i), msg(s)

{

cout << "obj: " << id << " ctor " << msg << endl;

}

~ToBeOrNotToBe()

{

cout << "obj: " << id << " dtor " << msg << endl;

}

private:

int id;

string msg;

};

void f(void)

{

ToBeOrNotToBe fifth( 4, "local automatic in f()" );

static ToBeOrNotToBe sixth( 5, "local static in f()" );

ToBeOrNotToBe seventh( 6, "local automatic in f()" );

}

ToBeOrNotToBe first( 1, "global" );

int main()

{

ToBeOrNotToBe second( 2, "local automatic in main()" );

static ToBeOrNotToBe third( 3, "local static in main()" );

f();

ToBeOrNotToBe fourth( 7, "local automatic in main()" );

return 0;

}

The example defines object **first** in global scope. Its constructor is actually called before any statements in main execute and its destructor is called at program termination after the destructors for all other objects have run.

Output from the run should look like this:

obj: 1 ctor global

obj: 2 ctor local automatic in main()

obj: 3 ctor local static in main()

obj: 4 ctor local automatic in f()

obj: 5 ctor local static in f()

obj: 6 ctor local automatic in f()

obj: 6 dtor local automatic in f()

obj: 4 dtor local automatic in f()

obj: 7 ctor local automatic in main()

obj: 7 dtor local automatic in main()

obj: 2 dtor local automatic in main()

obj: 5 dtor local static in f()

obj: 3 dtor local static in main()

obj: 1 dtor global

We have three objects in **main()**. Two local automatic objects and a static local object. The constructor for each of these objects is called when execution reaches the point where that object is declared. The destructors for objects **seventh** and then **second** are called (i.e., the reverse of the order in which their constructors were called) when execution reaches the end of **main()**. Because object **third** is **static**, it exists until program termination. The destructor for object third**third** is called before the destructor for global object **first**, but after all other objects are destroyed.

Function **f()** declares three objects, two local automatic objects, and another object **fifth** as a **static** local object. The destructors for objects **sixth** and then **fourth** are called (the reverse of the order in which their constructors were called) when **f()** terminates. Because **fifth** is static, it exists until program termination. The destructor for **sixth** of **f()** is called before the destructors for **third** (static in main()) and **first** (global).

Google C++ Style Guide - Classes

The followings are from [C++ style guide](http://google-styleguide.googlecode.com/svn/trunk/cppguide.xml#Classes), and I modified a little if necessary.

Doing Work in Constructors

It is possible to perform initialization in the body of the constructor. However, avoid doing complex initialization in constructors (in particular, initialization that can fail or that requires virtual method calls).

1. **Pros**  
   Convenience in typing. No need to worry about whether the class has been initialized or not.
2. **Cons**  
   The problems with doing work in constructors are:
   1. There is no easy way for constructors to signal errors, short of using exceptions.
   2. #include >iostream>
   3. using namespace std;
   4. class MyException
   5. {
   6. public:
   7. MyException(string s): msg(s){}
   8. string getMSG() { return msg; }
   9. private:
   10. string msg;
   11. };
   12. class Foo
   13. {
   14. public:
   15. Foo() {throw MyException("Error in constructor");}
   16. int getData () { return data; }
   17. private:
   18. int data;
   19. };
   20. int main ()
   21. {
   22. try {
   23. Foo foo;
   24. }
   25. catch (MyException &e;) {
   26. cout << e.getMSG().c\_str() ;
   27. }
   28. return 0;
   29. }

* 1. If the work fails, we now have an object whose initialization code failed, so it may be an indeterminate state.
  2. If the work calls **virtual** functions, these calls will not get dispatched to the subclass implementations. Future modification to our class can quietly introduce this problem even if our class is not currently subclassed, causing much confusion.
  3. If someone creates a global variable of this type (which is against the rules, but still), the constructor code will be called before **main()**, possibly breaking some implicit assumptions in the constructor code. For instance, [gflags](https://code.google.com/p/gflags/?redir=1" \t "_blank) will not yet have been initialized.
  4. **Calling bootstrap function before main()**  
     Most of the cases, the first function called in **main()**, there are a few ways we can do to make changes to this behavior.  
     **global** object is the one that help us doing the task. That's because global object is guaranteed to be constructed before a program's **main()** function is called.  
     We can create a class with a **default constructor** that invokes our bootstrap function as in the code below.
  5. #include <iostream>
  6. void Bootstrap()
  7. {
  8. std::cout << "Bootstrap()"<< std::endl;
  9. }
  10. class A
  11. {
  12. public:
  13. A() {Bootstrap();}
  14. };
  15. A a;
  16. int main(int argc, char\*\* argv)
  17. {
  18. return 0;
  19. }

1. **Decision**  
   Constructors should never call virtual functions or attempt to raise non-fatal failures. If our object requires non-trivial initialization, consider using a **factory function** or **Init()**method.

Default Constructors

We must define a default constructor if our class defines member variables and has no other constructors. Otherwise the compiler will do it for us, badly.

The default constructor is called when we **new a class object with no arguments**. It is always called when calling **new[] (for arrays)**.

1. **Pros**  
   Initializing structures by default, to hold "impossible" values, makes debugging much easier.
2. **Cons**  
   Extra work for us, the code writers.
3. **Decision**  
   If our class defines member variables and has no other constructors we must define a default constructor (one that takes no arguments). It should preferably initialize the object in such a way that its internal state is consistent and valid.  
   The reason for this is that if we have no other constructors and do not define a default constructor, the compiler will generate one for us. This compiler generated constructor may not initialize our object sensibly.  
   If our class inherits from an existing class but we add no new member variables, we are not required to have a default constructor.

Explicit Constructors

Use the C++ keyword [explicit](http://www.bogotobogo.com/cplusplus/cplusplus_keywords.php#explicit) for constructors with one argument.

Normally, if a constructor takes **one** argument, it can be used as a **conversion**.

1. #include <iostream>
2. using namespace std;
3. class Foo
4. {
5. public:
6. // single parameter constructor, and this may do implicit conversion
7. Foo (int foo) : weight (foo) { cout << "Foo constructor Foo()" << endl;}
8. // default constructor
9. Foo(){}
10. int getWeight () { return weight; }
11. private:
12. int weight;
13. };
14. void f(Foo foo)
15. {
16. int i = foo.getWeight();
17. }
18. int main ()
19. {
20. // function taking Foo
21. f(99);
22. // my cat has a single member, weight,
23. // and the conversion makes sense
24. Foo myCat;
25. myCat = 55;
26. cout << "The weight of my cat is " << myCat.getWeight() << endl;
27. return 0;
28. }
29. The output is:
30. Foo constructor Foo()
31. Foo constructor Foo()
32. The weight of my cat is 55

1. **Pros**  
   Avoids undesirable conversions.
2. **Cons**  
   None.
3. **Decision**  
   We require all single argument constructors to be explicit. Always put explicit in front of one-argument constructors in the class definition:**explicit Foo(string name);**  
   The exception is copy constructors, which, in the rare cases when we allow them, should probably not be explicit. Classes that are intended to be transparent wrappers around other classes are also exceptions. Such exceptions should be clearly marked with comments.

Copy Constructors

Provide a copy constructor and assignment operator only when necessary.  
Otherwise, disable them with **DISALLOW\_COPY\_AND\_ASSIGN**.

The copy constructor and assignment operator are used to create copies of objects. The copy constructor is implicitly invoked by the compiler in some situations, e.g. passing objects by value.

1. **Pros**  
   Copy constructors make it easy to copy objects. STL containers require that all contents be copyable and assignable. Copy constructors can be more efficient than CopyFrom()-style workarounds because they combine construction with copying, the compiler can elude them in some contexts, and they make it easier to avoid heap allocation.
2. **Cons**  
   Implicit copying of objects in C++ is a rich source of bugs and of performance problems. It also reduces readability, as it becomes hard to track which objects are being passed around by value as opposed to by reference, and therefore where changes to an object are reflected.
3. **Decision**  
   Few classes need to be **copyable**. Most should have neither a copy constructor nor an assignment operator. In many situations, a pointer or reference will work just as well as a copied value, with better performance. For example, we can pass function parameters by reference or pointer instead of by value, and we can store pointers rather than objects in an STL container.  
   If our class needs to be **copyable**, prefer providing a copy method, such as **CopyFrom()**or **Clone()**, rather than a **copy constructor**, because such methods cannot be invoked implicitly. If a copy method is insufficient in our situation (e.g. for performance reasons, or because our class needs to be stored by value in an STL container), provide both a copy constructor and assignment operator.  
   If our class does not need a copy constructor or assignment operator, we must explicitly disable them. To do so, add dummy declarations for the copy constructor and assignment operator in the **private**: section of our class, but do not provide any corresponding definition (so that any attempt to use them results in a link error).  
   For convenience, a **DISALLOW\_COPY\_AND\_ASSIGN** macro can be used:
4. // A macro to disallow the copy constructor and operator= functions
5. // This should be used in the private: declarations for a class
6. #define DISALLOW\_COPY\_AND\_ASSIGN(TypeName) \
7. TypeName(const TypeName&); \
8. void operator=(const TypeName&)
9. class Foo {
10. public:
11. Foo(int f);
12. ~Foo();
13. private:
14. DISALLOW\_COPY\_AND\_ASSIGN(Foo);
15. };

Structs vs. Classes

Use a struct only for passive objects that carry data; everything else is a class.

The struct and class keywords behave almost identically in C++. We add our own semantic meanings to each keyword, so we should use the appropriate keyword for the data-type we're defining.

**structs** should be used for **passive objects that carry data**, and may have associated constants, but lack any functionality other than access/setting the data members. The accessing/setting of fields is done by directly accessing the fields rather than through method invocations. Methods should not provide behavior but should only be used to set up the data members, e.g., **constructor**, **destructor**, **Initialize()**, **Reset()**, **Validate()**.

If more functionality is required, a class is more appropriate. If in doubt, make it a class.

For consistency with **STL**, we can use struct instead of class for **functors** and **traits**.

Note that member variables in structs and classes have different naming rules.

Inheritance

Composition is often more appropriate than inheritance. When using inheritance, make it **public**.

When a sub-class inherits from a base class, it includes the definitions of all the data and operations that the parent base class defines. In practice, inheritance is used in two major ways in C++: implementation inheritance, in which actual code is inherited by the child, and interface inheritance, in which only method names are inherited.

1. **Pros**  
   Implementation inheritance reduces code size by re-using the base class code as it specializes an existing type. Because inheritance is a compile-time declaration, we and the compiler can understand the operation and detect errors. Interface inheritance can be used to programmatically enforce that a class expose a particular API. Again, the compiler can detect errors, in this case, when a class does not define a necessary method of the API.
2. **Cons**  
   For implementation inheritance, because the code implementing a sub-class is spread between the base and the sub-class, it can be more difficult to understand an implementation. The sub-class cannot override functions that are not virtual, so the sub-class cannot change implementation. The base class may also define some data members, so that specifies physical layout of the base class.
3. **Decision**  
   All inheritance should be public. If we want to do private inheritance, we should be including an instance of the base class as a member instead.  
   Do not overuse implementation inheritance. Composition is often more appropriate. Try to restrict use of inheritance to the "is-a" case: **Bar** subclasses Foo if it can reasonably be said that **Bar** "is a kind of" **Foo**.  
   Make our destructor **virtual** if necessary. If our class has virtual methods, its destructor should be virtual.  
   Limit the use of protected to those member functions that might need to be accessed from subclasses. Note that data members should be private.  
   When redefining an inherited virtual function, explicitly declare it virtual in the declaration of the derived class. Rationale: If virtual is omitted, the reader has to check all ancestors of the class in question to determine if the function is virtual or not.